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			Preface

			A solid software architecture combines every building block required to bring a tech solution to life. In the early days of an application’s life, the design and practices are established: microservice or monolith architecture, event-driven approach, the integration and delivery application life cycle, containerization, and so on. Restricting the application side, especially in a Java context, frameworks and execution runtimes are also defined. Like the good old legacy systems, most modern cloud-native solutions rely on data, generally in data stores (e.g., databases). Unfortunately, the persistence layer is often left aside and not treated with the same importance as these other topics. For scenarios dependent on stateful services, this is the beginning of the end – the brand-new solution is doomed for a life of performance struggles and reduced maintainability, or even worse, might have ingrained weeds causing data inconsistency. The reduced maintainability is a result of the neglect in the persistence layer design and definitions, as schemes and data models are poorly implemented on top of insufficient information. In such scenarios, even trivial database refactorings are brutal and time-consuming.

			Having a panoramic understanding of the challenges, solutions, and best practices of the persistence layer, technologies, and existing approaches is the way out of such troublesome scenarios and many more related to applications and data stores.

			This book presents well-established patterns and standards that can be used in Java solutions, with valuable pros and cons of the trendy technologies and frameworks used in cloud-native microservices when confronted with good Java coding practices. As Java technologies have been broadly used for over two decades now, cloud adoption puts extra challenges on the table, such as the growing need for cost reduction through stack modernization. So, you will learn about application modernization strategies and gain in-depth knowledge about how enterprise data integration patterns and event-driven architectures enable smooth modernization processes with low-to-zero impact on the existing legacy stack.

			After reading this book, your next architectural decision will be solid and backed by a thorough explanation of data storage options and their respective recommended usage scenarios, covering technologies such as SQL, NoSQL, and NewSQL. When talking about data-related content tailored within a Java ecosystem’s context, extensive information is available on topics such as how MicroProfile and Jakarta EE work; database patterns (such as Active Record and Data Access Object (DAO); Command and Query Responsibility Segregation (CQRS); in-memory persistence; and frameworks for object mapping.

			If, at this point, you understand the reasons why the careful handling of data storage is crucial for a system and architecture and believe it has a direct impact on the whole organization, to the point of adding such value that businesses strive to beat their competitors by adopting data-centric strategies, then this book is for you. Get ready to join us on this exciting journey of exploring data, its mysteries, and its treasures in a cloud-driven era.

			Who this book is for

			This book is primarily intended for experienced developers, engineers, and software architects with a strong background in Java and focused on building Java solutions. It is designed to cater to individuals who already possess a solid understanding of Java development and seek to enhance their knowledge and skills in persistence.

			The content of this book assumes a certain level of familiarity with Java programming concepts, object-oriented design principles, and enterprise application development. It dives into advanced topics and explores various aspects of persistence in modern Java solutions.

			Whether you are a seasoned Java developer looking to deepen your understanding of persistence technologies, an engineer seeking to optimize performance and scalability in Java applications, or a software architect responsible for designing robust persistence layers, this book provides valuable insights, best practices, and practical guidance to meet your needs.

			By leveraging the expertise and experience shared in this book, you can enhance your ability to design, implement, and optimize persistence solutions within your Java projects, ultimately empowering you to develop high-performing, scalable, and maintainable Java applications.

			What this book covers

			Chapter 1, Storing Data: from the Caves to the Clouds, is where you will acquire the foundation knowledge you’ll need for what’s coming next in the book, so buckle up. You will learn about the challenges of storing data, which gave birth to the first data storage solutions. As technology advanced, databases evolved into robust and reliable solutions. The Java ecosystem responded well and grew along with the data ecosystem, providing users with frameworks, application servers, and so on to allow for a simpler developer experience yet deliver performant database integration.

			Chapter 2, Distilling the Multiple Database Flavors, discusses how a polyglot persistence strategy naturally materializes with the growth and individual needs of decoupled and independent services. You will explore different ways to store data, market data management systems (e.g., relational, NoSQL, and NewSQL), their respective languages, and, most importantly, the use case scenarios for each of them. Overengineering is the villain in system design, so this chapter will prepare you with the knowledge to keep it far from your persistence layer.

			Chapter 3, Exploring Architectural Strategies and Cloud Usage, will get you familiar with and help you recall concepts around the multiple ways to architect solutions. You will learn about the relationship between monoliths, microservices, and event-driven solutions, and how these approaches push the increasing adoption of different cloud service offerings. You will learn how to identify the benefits and disadvantages of using a mix of on-premises and cloud solutions, a mix that results in organizations’ solutions being built on top of hybrid and/or multi-cloud models.

			Chapter 4, Getting the Most out of Design Patterns for Data Management in Cloud-Native Applications, dives into the realm of data management in cloud-native applications and explores how to leverage design patterns effectively. With the increasing adoption of cloud technologies, it has become crucial for developers to optimize data management strategies to maximize the benefits of cloud-native architectures.

			Chapter 5, Jakarta EE and JPA: State of Affairs, provides a comprehensive overview of persistence within the Jakarta EE and MicroProfile ecosystems. Persistence is a fundamental aspect of enterprise application development, and understanding how it is handled in these frameworks is essential for developers.

			Chapter 6, NoSQL in Java Demystified: One API to Rule Them All, talks about how NoSQL databases open the doors to various capabilities in enterprise applications and systems. Nowadays, even more-conservative markets such as finance are starting to consider non-relational database solutions. It’s time to get familiar with NoSQL databases and their types, how to integrate them with Java services, and the use cases where they may be a good fit for data storage.

			Chapter 7, The Missing Guide for jOOQ Adoption, discusses object-oriented querying, commonly known as jOOQ, which is a light database-mapping software library in Java that implements the Active Record pattern. Its purpose is to be relational and object-oriented by providing a domain-specific language (DSL) to construct queries from classes automatically generated based on a database schema.

			Chapter 8, Ultra-Fast In-Memory Persistence with Eclipse Store, explores Eclipse Store, which delivers ultra-fast in-memory data processing with pure Java. It provides microsecond query time, low-latency data access, gigantic data throughput, and workloads. Thus, it saves lots of CPU power, CO2 emissions, and costs in the data center.

			Chapter 9, Persistence Practices: Exploring Polyglot Persistence, delves into the concept of polyglot persistence within the Jakarta Data ecosystem. Polyglot persistence refers to the practice of using multiple data storage technologies within an application to optimize for different data requirements.

			Chapter 10, Architecting Distributed Systems: Challenges and Anti-Patterns, explores the intricacies of architecting distributed systems and examines the challenges and anti-patterns that can arise in the process. Distributed systems are becoming increasingly prevalent in modern software architecture, but they come with their own set of complexities.

			Chapter 11, Modernization Strategies and Data Integration, explores modernization strategies and data integration techniques to help organizations adapt their existing systems to meet the demands of modern technology landscapes. As technology evolves rapidly, it becomes crucial for businesses to modernize their legacy systems and integrate them seamlessly with new technologies.

			Chapter 12, Final Considerations on Persistence in Modern Java Solutions, is the final chapter, and we provide important considerations and insights regarding persistence in modern Java solutions. As the landscape of Java development evolves, it is crucial to stay up to date with best practices and emerging trends in persistence.

			To get the most out of this book

			Before you begin reading this book and diving into the software requirements, it is crucial to understand the following technologies: Java 17, Maven, Git, and Docker. Familiarity with Java 17 is assumed, including knowledge of its syntax and object-oriented programming concepts and familiarity with core libraries and frameworks. Understanding Maven will be beneficial, as it is a popular build automation tool for managing dependencies and building Java projects. Proficiency in Git, a version control system, is necessary to track and manage source code changes effectively. Lastly, knowledge of Docker, a containerization platform, will help with understanding how to package and deploy software applications in isolated environments.
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			If you are using the digital version of this book, we advise you to type the code yourself or access the code from the book’s GitHub repository (a link is available in the next section). Doing so will help you avoid any potential errors related to the copying and pasting of code.

			Download the example code files

			You can download the example code files for this book from GitHub at https://github.com/PacktPublishing/Persistence-Best-Practices-for-Java-Applications/. If there’s an update to the code, it will be updated in the GitHub repository.

			Conventions used

			There are a number of text conventions used throughout this book.

			Code in text: Indicates code words in text, database table names, folder names, filenames, file extensions, pathnames, dummy URLs, user input, and Twitter handles. Here is an example: “In this domain, the Book entity attributes should be title, author, publisher, and genre.”

			A block of code is set as follows:

			
public class Book {    private final String title;
    private final String author;
    private final String publisher;
    private final String genre;
    // constructor method
    // builder inner class
}

			When we wish to draw your attention to a particular part of a code block, the relevant lines or items are set in bold:

			
public class Book {    private final String title;
    private final String author;
    private final String publisher;
    private final String genre;
    // constructor method
    // builder inner class
}

			Any command-line input or output is written as follows:

			
$ mkdir css$ cd css

			Bold: Indicates a new term, an important word, or words that you see onscreen. For instance, words in menus or dialog boxes appear in bold. Here is an example: “Select System info from the Administration panel.”

			Tips or important notes

			Appear like this.

			Get in touch

			Feedback from our readers is always welcome.

			General feedback: If you have questions about any aspect of this book, email us at customercare@packtpub.com and mention the book title in the subject of your message.

			Errata: Although we have taken every care to ensure the accuracy of our content, mistakes do happen. If you have found a mistake in this book, we would be grateful if you would report this to us. Please visit www.packtpub.com/support/errata and fill in the form.

			Piracy: If you come across any illegal copies of our works in any form on the internet, we would be grateful if you would provide us with the location address or website name. Please contact us at copyright@packt.com with a link to the material.

			If you are interested in becoming an author: If there is a topic that you have expertise in and you are interested in either writing or contributing to a book, please visit authors.packtpub.com.

			Share Your Thoughts

			Once you’ve read Persistence Best Practices for Java Applications, we’d love to hear your thoughts! Please click here to go straight to the Amazon review page for this book and share your feedback.

			Your review is important to us and the tech community and will help us make sure we’re delivering excellent quality content.

			Download a free PDF copy of this book

			Thanks for purchasing this book!

			Do you like to read on the go but are unable to carry your print books everywhere?

			Is your eBook purchase not compatible with the device of your choice?

			Don’t worry, now with every Packt book you get a DRM-free PDF version of that book at no cost.

			Read anywhere, any place, on any device. Search, copy, and paste code from your favorite technical books directly into your application.

			The perks don’t stop there, you can get exclusive access to discounts, newsletters, and great free content in your inbox daily

			Follow these simple steps to get the benefits:

			
					Scan the QR code or visit the link below

			

			
				
					[image: Download a free PDF copy of this book ]
				

			

			https://packt.link/free-ebook/9781837631278

			
					Submit your proof of purchase

					That’s it! We’ll send your free PDF and other benefits to your email directly

			

		

	


		
			Part 1: Persistence in Cloud Computing – Storing and Managing Data in Modern Software Architecture

		

		
			In this section of the book, we delve into the essential aspects of persistence in the context of cloud computing. As cloud solutions become increasingly prevalent in modern software architecture, it is vital to understand how to store and manage data effectively in this environment.

			This part includes the following chapters:

			
					Chapter 1, Storing Data: from the Caves to the Clouds

					Chapter 2, Distilling the Multiple Database Flavors

					Chapter 3, Exploring Architectural Strategies and Cloud Usage

					Chapter 4, Getting the Most out of Design Patterns for Data Management in Cloud-Native Applications

			

		

		
			
			

		

		
			
			

		

		
			
			

		

	


		
			1

			The History of Data Storage – From the Caves to the Cloud

			Data: a critical, life-changing, and fundamental asset that supports humanity’s existence and evolution. For thousands of years (yes, thousands!), data storage solutions have evolved and supported humans by allowing us to “remember” and share knowledge in easy, maintainable, and searchable manners. Data turns into information, which in turn turns into knowledge. The ability to learn from the past and plan for the future is highly influenced by how we manage data in our systems today.

			Software engineers are the catalysts of this process: our responsibility is to define and deliver solutions to people’s problems through software engineering – solutions that mostly revolve around data manipulation at a large or small scale. Having understood the importance of persistence in software engineering, you’re ready to bring your solutions’ persistence to the next level.

			In this chapter, we will explore the modern era, where databases have become the backbone of our applications and the entire planet. We will cover the following topics:

			
					Why do databases exist? The history of databases

					Characteristics of Java persistence frameworks

					The cloud’s effect on stateful solutions

					Exploring the trade-offs of distributed database systems – a look into the CAP theorem and beyond

			

			This first chapter provides you with an understanding of the past and current states of data storage technologies, before moving on to more advanced topics. This will give you a better foundation to work from. You will learn how data storage technologies responded to the market’s cloud-shift mentality. Finally, you will become familiar with practices such as Domain-Driven Design (DDD), which perfectly ties in with good persistence development practices, and the challenges faced by distributed data systems that await us in a distributed world, such as the CAP theorem.

			Why do databases exist?

			A comprehensive understanding of databases is impossible without delving into humanity’s history. The desire to preserve knowledge throughout time has made writing one of the most enduring technologies, and looking back, it was first used in temples and caves, which can be recognized as the first non-computational databases of humankind.

			Today, the industry emphasizes accurate and well-recorded information. As a matter of fact, the result of an increasing number of people gaining access to technology and joining the global network of information is reflected in research that states that the amount of data doubles every two years.

			The history of modern databases began in 1960, when Charles Bachman designed the first database for computers, the integrated data store, or IDS, a predecessor to IBM’s Information Management System (IMS).

			A decade after that, around 1970,  one of the most significant events in the history of databases occurred when E. F. Codd published his paper A Relational Model of Data for Large Shared Data Banks, coining the term relational database.

			Finally, as the next and probably most recent breakthrough in terms of data storage, came NoSQL, which refers to any non-relational database. Some say NoSQL stands for Non-SQL, while others say it stands for Not Only SQL.

			NoSQL databases power some of the most popular online applications. Here are a few:

			
					Google: Google uses NoSQL Bigtable for Google Mail, Google Maps, Google Earth, and Google Finance

					Netflix: Netflix likes the high availability of the NoSQL database and uses a combination of SimpleDB, HBase, and Cassandra

					Uber: Uber uses Riak, a distributed NoSQL database with a flexible key-value store model

					LinkedIn: LinkedIn built its own NoSQL database called Espresso, which is a document-oriented database 

			

			The challenges of handling data

			The evolution of database systems has been marked by key milestones over the decades. In the early days, when storage was expensive, the challenge was finding ways to reduce information waste. A reduction of even one million dollars’ worth of information was a significant achievement.

			Did you know?

			At the dawn of the database era, a megabyte used to cost around 5 million dollars!

			https://ourworldindata.org/grapher/historical-cost-of-computer-memory-and-storage

			Today, megabyte cost isn’t the challenge anymore as we’re living at the cost of 0.001 $/MB. As time passed and storage became cheaper, the methods of reducing duplicate data started to negatively impact an application’s response time. Normalization and the attempts to reduce data duplication, multiple join queries, and massive amounts of data did not help as much.

			It’s no surprise that challenges to this model would eventually emerge. As noted by the esteemed and respected authors of the book Fundamentals of Software Architecture (https://www.amazon.com/dp/1492043451/), definitive solutions don’t exist; instead, we are presented with many solutions where each is accompanied by its own set of benefits and drawbacks.

			Obviously, the same applies to databases.

			There is no one-size-fits-all solution when it comes to data storage solutions.

			In the 2000s, new storage solutions, such as NoSQL databases, began to gain popularity and architects had more options to choose from. This doesn’t mean that SQL stopped being relevant, but rather that architects must now navigate the complexities of choosing the right paradigm for each problem.

			As the database landscape went through these phases, the application’s scenario also changed. Discussions moved toward the motivations and challenges of adopting a microservices architecture style, bringing us back to the multiple persistence strategies available. Traditionally, architectures included relational database solutions, with one or two instances (given its increased cost). Now, as new storage solutions mature, architectural solutions start to include persistence based on NoSQL databases, scaling up to multiple running instances. The possibility of storing data in multiple ways, throughout different services that compose a single broader solution, is a good environment for potential new solutions with polyglot persistence.

			Polyglot persistence is the idea that computer applications can use different database types to take advantage of the fact that various engine systems are better equipped to handle different problems. Complex applications often involve different types of problems, so choosing the right tool for each job can be more productive than trying to solve all aspects of the problem using a single solution.

			When analyzing solutions in most recent times, the reality confronts us, developers and architects, with the complexity of choice. How do we handle data, having to consider a scenario with multiple data types? To make it clear, we’re talking about mixing and matching hundreds of possible solutions. The best path is to prepare by learning about persistence fundamentals, best practices, and paradigms. And finally, being aware that no matter how much we desire a fast, scalable, highly available, precise, and consistent solution – we now know that, according to the CAP theorem, a concept discussed later in this chapter, that may be impossible.

			Next, we’ll narrow down our focus specifically to persistence within the context of Java applications.

			Characteristics of Java persistence frameworks

			Let’s grasp the idea of the differences between the Java language and the multiple databases available. Java, an Object-Oriented Programming (OOP) language, naturally offers features such as inheritance, encapsulation, and types, which supports the creation of well-designed code. Unfortunately, not all of these features are supported by database systems.

			As a consequence, when integrating both language and database paradigms, some of their unique advantages might get lost. This complexity becomes clear when we observe that in all data manipulation between in-memory objects and the database schema, there should be some data mapping and conversion. It is critical to either define a preferred approach or provide an isolation layer. In Java, the most systematic way to integrate both worlds is through the usage of frameworks. Frameworks come in various types and categories shaped by their communication levels and the provided API dynamics. In Figure 1.1, observe the key aspects of both concepts:

			
				
					[image: Figure 1.1 – Considerations about the different characteristics of a Java persistence framework]
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