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Introduction



Since its creation, Microsoft Access has allowed users to design and develop Windows-based database applications and has grown into the world’s most popular database. This book is for people who have already mastered the use of Microsoft Access databases and now are ready for the next step—programming. Access 2021/ Microsoft 365 Programming by Example takes nonprogrammers through detailed steps of creating Access databases from scratch and shows them how to retrieve and manage their data programmatically using various programming languages and techniques. With this book in hand, users can quickly build the toolset required for developing their own database solutions. With this book’s approach, programming an Access database from scratch and controlling it via programming code is as easy as designing and maintaining databases with the built-in tools of Access. This book gives a practical overview of many programming languages and techniques necessary in programming, maintaining, and retrieving data from today’s Access databases.


PREREQUISITES



You don’t need any programming experience to use Access 2021/Microsoft 365 Programming by Example. The only prerequisite is that you already know how to manually design an Access database and perform database tasks by creating and running various types of queries. This book also assumes that you know how to create more complex forms with embedded subforms, combo boxes, and other built-in controls. If you don’t have these skills, there are countless books on the market that can teach you step by step how to build simple databases. If you do meet these criteria, this book will take you to the Access programming level by example. You will gain working knowledge immediately by performing concrete tasks and without having to read long descriptions of concepts. True learning by example begins with the first step, followed by the next step, and the next one, and so on. By the time you complete all the steps in a hands-on exercise or a custom project, you should be able to effectively apply the same technique again and again in your own database projects.



HOW THIS BOOK IS ORGANIZED



This book is divided into nine parts (a total of 28 chapters) that progressively introduce you to programming Access databases.



PART I—ACCESS VBA PRIMER




Here you are introduced to Visual Basic for Applications (VBA)—the programming language for Microsoft Access. In this part of the book, you acquire the fundamentals of VBA that you will use repeatedly in building real-life Access database applications. Part I chapters are also the subject of a standalone book, Access 2021 Programming Pocket Primer, available from Mercury Learning and Information (ISBN: 9781683928898). If you already worked through the pocket primer book, you can skip chapters 1–9 and begin from Chapter 10.

Part I consists of the following nine chapters:

Chapter 1—Getting Started with Access VBA
In this chapter you learn about the types of Access procedures you can write and learn how and where they are written.

Chapter 2—Getting to Know Visual Basic Editor (VBE)
In this chapter you learn almost everything you need to know about working with the Visual Basic Editor window, commonly referred to as VBE. Some of the programming tools that are not covered here are discussed and used in Chapter 9.

Chapter 3—Access VBA Fundamentals
This chapter introduces basic VBA concepts that allow you to store various pieces of information for later use.

Chapter 4—Access VBA Built-In and Custom Functions
In this chapter you find out how to provide additional information to your procedures and functions before they are run.

Chapter 5—Adding Decisions to Your Access VBA Programs
In this chapter you learn how to control your program flow with several different decision-making statements.

Chapter 6—Adding Repeating Actions to Your Access VBA Programs
In this chapter you learn how to repeat the same actions in your code by using looping structures.

Chapter 7—Keeping Track of Multiple Values Using Arrays
In this chapter you learn about static and dynamic arrays and how to use them for holding various values.

Chapter 8—Keeping Track of Multiple Values Using Collections
In this chapter you learn how you can maintain your items of data while your program is running by using a special type of object – the collection. 

Chapter 9—Getting to Know Built-In Tools for Testing and Debugging
In this chapter you begin using built-in debugging tools to test your programming code. You also learn how to add effective error-handling code to your procedures.

The above nine chapters will give you the fundamental techniques and concepts you will need to continue your Access VBA learning path. The skills obtained in Access VBA Primer are portable. They can be utilized in programming other Microsoft Office applications that also use VBA as their native programming language such as Excel, Word, PowerPoint, Outlook, and so on.



PART II—ACCESS VBA PROGRAMMING  WITH DAO AND ADO



Here you are introduced to two sets of programming objects known as Data Access Objects (DAO) and ActiveX Data Objects (ADO) that enable Microsoft Access and other client applications to access and manipulate data. You learn how to use DAO and ADO objects in your VBA code to connect to a data source, as well as create, modify, and manipulate database objects.

Part II consists of the following three chapters:

Chapter 10—Data Access Technologies in Microsoft Access
In this chapter you get acquainted with two database engines (Jet/ACE) that Access uses, as well as several object libraries that provide objects, properties, and methods for your VBA procedures.

Chapter 11—Creating and Manipulating Databases with DAO
This chapter demonstrates how to create, copy, link, and delete database tables programmatically by using objects from the DAO object library. Here you learn how to write code to add and delete fields as well as create listings of existing tables in a database and fields in a table. You add primary keys and indexes to your database tables and create relationships between your tables. Next you practice various methods of using programming code to open a set of database records, commonly referred to as a recordset. You learn how to move around in a recordset and find, filter, and sort the required records, as well as read their contents. Finally, you learn how to perform essential database operations such as adding, updating, and deleting records. You also learn how to render your database records in three popular file formats like Excel, Word, and a text file. Creating and running various types of database queries using VBA instead of the Query Design view is also covered in this chapter.

Chapter 12—Creating and Manipulating Database with ADO.
This chapter demonstrates how to create, copy, link, and delete database tables programmatically by using objects from the ADO object library. Here you learn how to write code to add and delete fields as well as create listings of existing tables in a database and fields in a table. You add primary keys and indexes to your database tables. You also learn how to use objects from the ADOX library to create relationships between your tables. Next you practice various methods of using programming code to open a set of database records, commonly referred to as a recordset. You learn how to move around in a recordset and find, filter, and sort the required records, as well as read their contents. Finally, you learn how to perform essential database operations such as adding, updating, and deleting records. You also learn how to render your database records in three popular file formats like Excel, Word, and a text file. Creating and running various types of database queries using VBA instead of the Query Design view is also covered in this chapter. This chapter explains several advanced ADO features such as how to disconnect a recordset from a database, save it in a disk file, clone it, and shape it. You also learn about database transactions.

You will find the skills obtained in Part II of this book essential for accessing and manipulating Access databases.



PART III—ACCESS STRUCTURED QUERY LANGUAGE (SQL)



Here you are introduced to the Data Definition Language (DDL), an important component of the Structured Query Language (SQL). Like ADO and DAO, which were introduced in Part II, DDL is used for defining database objects (tables, views, stored procedures, primary keys, indexes, and constraints) and managing database security. In this part of the book, you learn how to use DDL statements with Access databases.

Part III consists of the following four chapters:

Chapter 13—Creating, Modifying, and Deleting Tables and Fields
In this chapter you learn special Data Definition Language commands for creating a new Access database, as well as creating, modifying, and deleting tables. You also learn commands for adding, modifying, and deleting fields and indexes.

Chapter 14—Enforcing Data Integrity and Relationships between Tables
Here you learn how to define rules regarding the values allowed in table fields to enforce data integrity and relationships between tables.

Chapter 15—Defining Indexes and Primary Keys
Here you learn DDL commands for creating indexes and primary keys.

Chapter 16—Views and Stored Procedures   
This chapter shows you how to work with two powerful database objects known as views and stored procedures. You learn how views are like SELECT queries, and how stored procedures can perform various actions like Access Action queries and Select queries with parameters.

The skills you learn in Part III of this book will allow you to create and manipulate your Access databases using SQL DDL statements. Numerous Access SQL DDL statements and concepts introduced here are important in laying the groundwork for moving into the client/server environment (porting your Microsoft Access database to SQL Server).



PART IV—IMPLEMENTING ACCESS DATABASE SECURITY



Here we focus on Securing Access databases in the .ACCDB and .MDB file formats. 

Part IV consists of the following two chapters:

Chapter 17—Implementing Database Security with DDL
In this chapter you learn how to use DDL commands and ADO objects to manage share-level security in the Microsoft Access database. You learn how to quickly create, modify, and remove a database password, and how to manage user-level accounts.

Chapter 18—Implementing User-Level and Share-Level Security
In this chapter you learn about two types of security in Microsoft Access databases: share-level security that applies to both older (MDB) and new (ACCDB) Access databases, and user-level security that can only be used with .mdb files.

The skills learned in Part IV will allow you to build more secure multiuser Access database applications that preserve and protect both data and the application itself.  With the understanding of elements of security available in both file formats, you can create robust database solutions that will be less vulnerable to the malicious attacks on your computers and entire networks. Be sure to work through both security chapters before deciding which method of security is best for your database application.



PART V—PROGRAMMING IN ACCESS FORMS AND REPORTS




Here you learn how to respond to events that occur in Access forms and reports. The behavior of Microsoft Access objects such as forms, reports, and controls can be modified by writing programming code known as an event procedure or an event handler. In this part of the book, you learn how you can make your forms, reports, and controls perform useful actions by writing event procedures in form and report class modules. 

Part V consists of the following four chapters:

Chapter 19—Enhancing Access Forms
This chapter presents a quick overview of types of forms you can create with Access 2021 and types of formatting you can apply to make your forms more attractive. You learn how you can group form controls using the layouts, implement rich formatting in form controls, professionally format your forms using built-in themes, and enhance forms with images.

Chapter 20—Using Form Events
In this chapter you learn the types of events that can occur on a Microsoft Access form and write event procedures to handle various form events.

Chapter 21—Events Recognized by Form Controls
In this chapter you learn the types of events that can occur on a Microsoft Access form, and you learn how to write event procedures to handle various form events.

Chapter 22—Enhancing Access Reports and Using Report Events
In this chapter you learn about many events that are triggered when an Access report is run. You write your own event procedures to specify what happens when the report is opened, activated/deactivated, or closed.

The skills acquired in Part V will help you create forms and reports that provide the desired functionality to your users thanks to the implementation of various events.



PART VI – ENHANCING THE USER EXPERIENCE



Since its 2007 release, Access like other Microsoft 365 applications, uses the Ribbon interface for its menu system. Knowing how the Ribbon works and how you can modify it to customize your Access databases will enhance the experience of your database users. We will cover this topic in one big chapter with numerous illustrated hands-on examples and programming code written in VBA and XML. 

Chapter 23 – Customizing the Menu System in Access
This chapter provides an overview of the programming elements available in the Ribbon and shows how you can customize the user interface (UI) in your Access database applications. You learn how to create XML Ribbon customization markup and load it in your database. You also learn how Ribbon customizations can be assigned to forms or reports.

The skills acquired in Part VI of this book will allow you to enhance and alter the way users interact with your database application.



PART VII—ADVANCED CONCEPTS IN ACCESS VBA



Microsoft Access offers numerous built-in objects that you can access from your VBA procedures to automate many aspects of your databases. You are not limited to using these built-in objects, however. VBA allows you to create your own objects and collections of objects, complete with their own methods and properties. In this part of the book, you learn how thinking in terms of objects can help you write reusable code that’s easy to maintain. In the next two chapters you’ll be working in a new type of module, known as a class module, creating, and using classes and responding to class events.

Chapter 24—Creating Classes
In this chapter you will work with advanced VBA concepts: VBA classes, class objects, and collection classes.

Chapter 25—Advanced Event Programming
This chapter teaches advanced concepts in event programming. You learn how to respond to events in standalone class modules to make your code more manageable and portable to other objects. You also learn how to create and raise your own events.

The skills acquired in Part VII of this book will allow you write VBA code that is more efficient, much easier to read and maintain, and can be reused in many places.



PART VIII—MACROS AND TEMPLATES



Here you are introduced to three types of macros that you can create in Access 2021. In addition, you learn how to convert macros to VBA and get started with built-in templates that extensively use macros. Writing VBA code is not the only way to provide rich functionality to your Access database users. Macros have long been used to enhance the user experience without users having to write any VBA code. Access 2021 Macro Builder allows you to include complex logic, business rules, and error handling in your macros.

Part VIII contains the following chapter:

Chapter 26—Macros and Templates
This chapter introduces you to using macros. We take a detailed look at macro security, work with three types of macros (standalone, embedded, and data macros), see examples of using variables in macros, and examine error-handling actions in macros. We also discuss working with the template format in Access 2021.

The skills acquired in Part VIII will allow you to correctly utilize many of the macros available in Microsoft provided database templates in your own custom Access applications. 



PART IX—WORKING TOGETHER: VBA, XML AND REST API



Extensible Markup Language (XML) has long been the standard format for sharing data without regard for the originating application or the operating system. In this part of the book, you learn how XML is used in Access to bring external data to your database as well as provide your data to other applications. You also learn about the Rest APIs, the newest and the most flexible method of integrating applications. You will use your Access VBA and XML skills to make HTTP requests to a Webserver to retrieve data and integrate it with Access. In this process you are introduced to using JSON (JavaScript Object Notation), the most popular file format for storing and transporting data.

Part IX consists of the following two chapters:

Chapter 27—XML Features in Access 2021
In this chapter you learn how to use the Extensible Markup Language (XML) with Access. You learn how to export Access data manually and programmatically to XML files, as well as import an XML file to Access and display its data in a table. You also learn how to use stylesheets and transformations to present Access data to users in a desired format.

Chapter 28—Access and REST API
This chapter focuses on expanding your VBA skillset by covering topics such as working with a VBA Dictionary Object, using regular expressions, and calling a new type of a web service, known as REST API.

The skills acquired in Part IX will make your Access applications ready to integrate with any operating system or web-based platform. 



APPENDIX—INSTALLING INTERNET  INFORMATION SERVICES (IIS)



This Appendix walks you through the installation of a Web server application that is used in Chapter 27 Hands-On projects.



HOW TO WORK WITH THIS BOOK



This book has been designed as a tutorial and should be followed chapter by chapter.

As you read each chapter, perform the tasks that are described. Be an active learner by getting involved in the book’s hands-on exercises and custom projects. When you are completely involved, you learn things by doing rather than studying, and you learn faster. Do not move on to new information until you’ve fully grasped the current topic. Allow your brain to sort things out and put them in proper perspective before you move on. Take frequent breaks between your learning sessions, as some chapters in this book cover lots of material. Do not try to do everything in one sitting. It’s always better to divide the material into smaller units than attempt to master all there is to learn at once. However, never stop in the middle of a hands-on exercise; finish it before taking a break. After learning a particular technique or command, try to think of ways to apply it to your own work. As you work with this book, create small sample procedures for yourself based on what you’ve learned up to a particular point. These procedures will come in handy when you need to review the subject in the future or simply need to steal some ready-made code.



THE COMPANION FILES



The example files for all the hands-on activities in this book are available in the companion files included with this book and may also be downloaded by contacting the publisher at info@merclearning.com. Digital versions of this title are available at academiccourseware.com and other digital vendors.






Access VBA Primer
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The Access VBA Primer is divided into nine chapters that progressively introduce you to programming Microsoft Access using the 2021 version of the product. These chapters present the fundamental techniques and concepts that you need to master before you can take further steps in Access programming.



Chapter 1   Getting Started with Access VBA

Chapter 2   Getting to Know Visual Basic Editor (VBE) 

Chapter 3   Access VBA Fundamentals 

Chapter 4   Access VBA Built-In and Custom Functions

Chapter 5   Adding Decisions to Your Access VBA Programs

Chapter 6   Adding Repeating Actions to Your Access VBA Programs

Chapter 7   Keeping Track of Multiple Values Using Arrays 

Chapter 8   Keeping Track of Multiple Values Using Collections 

Chapter 9   Getting to Know Built-in Tools for Testing and Debugging




Getting Started
with Access VBA

C h a p t e r   1



Visual Basic for Applications (VBA) is the programming language built into all Microsoft® 365 applications, including Access®. In this chapter, you acquire the fundamentals of VBA that you will use over and over again in building real-life Access database applications.


UNDERSTANDING VBA MODULES AND PROCEDURE TYPES



Your job as a programmer boils down to writing various procedures that address specific problems. A procedure is a group of instructions that allows you to accomplish certain tasks when your program runs. When you place instructions (programming code) in a procedure, you can call this procedure whenever you need to perform that task. Although many tasks can be automated in Access by using macro actions, such as opening forms and reports, finding records, and executing queries, you will need VBA skills to perform advanced customizations in your Access databases.

In VBA you can write four types of procedures: subroutine procedures, function procedures, event procedures, and property procedures. Procedures are created and stored in modules. A module resembles a blank document in Microsoft Word. Each procedure in the same module must have a unique name; however, procedures in different modules can have the same name. Let’s learn a bit about each procedure type so that you can quickly recognize them when you see them in books, magazine articles, or online.

	Subroutine procedures (also called subroutines or subprocedures)

Subroutine procedures perform useful tasks but never return values. They begin with the keyword Sub and end with the keywords End Sub. Keywords are words that carry a special meaning in VBA. Let’s look at the simple subroutine ShowMessage that displays a message to the user:



Sub ShowMessage()

  MsgBox "This is a message box in VBA."

End Sub




Notice a pair of empty parentheses after the procedure name. The instruction that the procedure needs to execute is placed on a separate line between the Sub and End Sub keywords. You may place one or more instructions and even complex control structures within a subroutine procedure. Instructions are also called statements. The ShowMessage procedure will always display the same message when executed. MsgBox is a built-in VBA function often used for programming user interactions (see Chapter 4, “Access VBA Built-In and Custom Functions,” for more information on this function).

   If you’d like to write a more universal procedure that can display a different message each time the procedure is executed, you will need to write a subroutine that takes arguments. Arguments are values that are needed for a procedure to do something. Arguments are placed within the parentheses after the procedure name. Let’s look at the following procedure that also displays a message to the user; however, this time we can pass any text string to display:



Sub ShowMessage2(strMessage As String)

  MsgBox strMessage

End Sub




This subprocedure requires one text value before it can be run; strMessage is the arbitrary argument name. It can represent any text you want. Therefore, if you pass it the text “Today is Monday,” that is the text the user will see when the procedure is executed. If you don’t pass the value to this procedure, VBA will display an error. Notice that following the argument name, we can also specify the data type for the argument. Data types are discussed in Chapter 3. If the data type is not specified, Access will use its default data type (Variant) for this argument. The built-in MsgBox function requires that we pass to it a text string, so we can use String data type for the strMessage argument. All this information is covered in detail as you progress through this book.

   If your subprocedure requires more than one argument, list the arguments within the parentheses and separate them with commas. For example, let’s improve the preceding procedure by also passing it a text string containing a user name:



Sub ShowMessage3(strMessage As String, strUserName as String)

   MsgBox strUserName & ", your message is: " & strMessage

End Sub




The ampersand (&) operator is used for concatenating text strings inside the VBA procedure. If we pass to the above subroutine the text “Keep on learning.” As the strMessage argument and “John” as the strUserName argument, the procedure will display the following text in a message box:



John, your message is: Keep on learning.





	Function procedures (functions)

Functions perform specific tasks and can return values. They begin with the keyword Function and end with the keywords End Function. Let’s look at a simple function that adds two numbers:



Function addTwoNumbers()

   Dim num1 As Integer

   Dim num2 As Integer

 

   num1 = 3

   num2 = 2

   addTwoNumbers = num1 + num2

End Function




The preceding function procedure always returns the same result, which is the value 5. The Dim statements inside this function procedure are used to declare variables that the function will use. A variable is a name that is used to refer to an item of data. Because we want the function to perform a calculation, we specify that the variables will hold integer values. Variables and data types are covered in detail in Chapter 3, “Access VBA Fundamentals.”

   The variable definitions (the lines with the Dim statements) are followed by the variable assignment statements in which we assign specific numbers to the variables num1 and num2. Finally, the calculation is performed by adding together the values held in both variables: num1 + num2. To return the result of our calculation, we set the function name to the value or the expression we want to return:



addTwoNumbers = num1 + num2




Although this function example returns a value, not all functions have to return values. Functions, like subroutines, can perform actions without returning any values.

Like procedures, functions can accept arguments. For example, to make our addTwoNumbers function more versatile, we can rewrite it as follows:



Function addTwoNumbers2(num1 As Integer, num2 As Integer)

  addTwoNumbers2 = num1 + num2

End Function




Now we can pass any two numbers to the preceding function to add them together. For example, we can write the following statement to display the result of the function in a message box:



Sub DisplayResult()

   MsgBox("Total=" & addTwoNumbers2(34,80))

End Sub




Notice that the procedure DisplayResult calls two functions: the built-in MsgBox function and your custom addTwoNumbers2 function. The result of the addTwoNumbers2 function is concatenated to the “Total=” string and then displayed to the user.


	Event procedures

Event procedures are automatically executed in response to an event initiated by the user or program code or triggered by the system. Access provides numerous events that you can respond to, like the Click, Double-Click, Open, Load, and Focus events.  Events, event properties, and event procedures are introduced later in this chapter. They are also covered in Chapter 9, “Getting to Know Built-In Tools for Testing and Debugging”, Chapter 20, “Using Form Events.”, Chapter 22, “Enhancing Access Reports and Using Report Events”, and Chapter 25, “Advanced Event Programming”.


	Property procedures

Property procedures are used to get or set the values of custom properties for forms, reports, and class modules. The three types of property procedures (Property Get, Property Let, and Property Set) begin with the Property keyword followed by the property type (Get, Let, or Set), the property name, and a pair of empty parentheses, and end with the End Property keywords. Here’s an example of a property procedure that retrieves the value of an author’s royalty:



Property Get Royalty()

  Royalty = (Sales * Percent) – Advance

End Property




Property procedures are a more advanced feature in Access programming and are covered in detail in Chapter 24, “Creating Classes in VBA”.





WRITING PROCEDURES IN A STANDARD MODULE



As mentioned earlier, procedures are created and stored in modules. Access has two types of modules: standard module and class module. Standard modules are used to hold subprocedures and function procedures that can be run from anywhere in the application because they are not associated with any form or report.

Because we already have a couple of procedures to try out, let’s do a quick hands-on exercise to learn how to open standard modules, write procedures, and execute them.


NOTE
All code files and figures for the hands-on projects may be found in the companion files.



[image: image] Hands-On 1.1   Working in a Standard Module


	Create a folder on your hard drive named C:\VBAAccess2021_ByExample_Primer.


	Open Access and click Blank database. Type Chap01 in the File Name box and click the folder button to set the location for the database to the C:\VBAAccess2021_ByExample_Primer folder. Finally, click the Create button to create the specified database (see Figure 1.1). Access will create the database in its default .ACCDB format.

[image: image]
Figure 1.1.Creating a blank desktop Access database.


	To launch the programming environment, select the Database Tools tab and click Visual Basic (see Figure 1.2). You can also press Alt+F11 to get to this screen.

[image: image]
Figure 1.2.Activating a Visual Basic development environment.

The screen that opens is your Visual Basic Environment, often referred to as VBE. All your coding will be performed in this screen. Before you can do your work here, you need to determine which module you need to work with. As mentioned earlier, we use a standard module for most general programming tasks. Initially nothing is open, so let’s add the first module.


	Insert a standard module by choosing Module from the Insert menu (see Figure 1.3).

[image: image]
Figure 1.3.Inserting a standard module.

Each module begins with a declaration section that lists various settings and declarations that apply to every procedure in the module. Figure 1.4 shows the default declaration. Option Compare Database specifies how string comparisons are evaluated in the module—whether the comparison is case-sensitive or insensitive. This is a case-insensitive comparison that respects the sort order of the database. This means that “a” is the same as “A.” If you delete the Option Compare Database statement, the default string comparison setting for the module is Option Compare Binary (used for case-sensitive comparisons where “a” is not the same as “A”).

[image: image]
Figure 1.4.Standard module.

Another declaration (not shown here) called the Option Explicit statement is often used to ensure that all variables used within this module are formally declared. You will learn about this statement and variables in Chapter 4.

   Following the declaration section is the procedure section, which holds the module’s procedures. You can begin writing your procedures at the cursor position within the Module1 (Code) window.


	In the Module1 (Code) window, enter the code of subroutines and function procedures as shown in Figure 1.5. These are the same sub procedures and functions that we’ve discussed so far in this chapter. You can write procedures and functions in the same module, or you can keep them separate by adding another standard module to your VBA project.

   Notice that Access inserts a horizontal line after each End Sub or End Function keyword to make it easier to identify each procedure. The Procedure drop-down box at the top-right corner of the Module1 (Code) window displays the name of the procedure in which the insertion point is currently located.

[image: image]
Figure 1.5.Standard module with subprocedures and functions.





EXECUTING YOUR PROCEDURES



Now that you’ve filled the standard module with some procedures and functions, let’s see how you can run them. There are many ways of running (executing) your code. In the next hands-on exercise, you will execute your code in four different ways using:

	Run menu (Run Sub/UserForm)


	Toolbar button (Run Sub/UserForm)


	Keyboard (F5)


	Immediate window



[image: image] Hands-On 1.2   Running Procedures and Functions


	Place the insertion point anywhere within the ShowMessage procedure. The Procedure box in the top-right corner of the Module1 (Code) window should display ShowMessage. Choose Run Sub/UserForm from the Run menu.

Access runs the selected procedure and displays the message box with the text “This is a message box in VBA.”


	Click OK to close the message box. Try running this procedure again, this time by pressing the F5 key on the keyboard. Click OK to close the message box. If the Access window seems stuck and you can’t activate any menu option, this is often an indication that there is a message box open in the background. Access will not permit you to do any operation until you close the pop-up window.


	Now, run this procedure for the third time by clicking the Run Sub/UserForm button ([image: image]) on the toolbar. This button has the same tooltip as the Run Sub/UserForm (F5) option on the Run menu
.

NOTE

Procedures that require arguments cannot be executed directly using the methods you just learned. You need to type some input values for these procedures to run. A perfect place to do this is the Immediate window, which is covered in detail in Chapter 2, “Getting to Know Visual Basic Editor (VBE).” For now, let’s open this window and see how you can use it to run VBA procedures.





	Select Immediate Window from the View menu.

Access opens a small window and places it just below the Module1 (Code) window. You can size and reposition this window as needed. Figure 1.6 shows statements that you will run from the Immediate window in Steps 5–8.


	Type the following in the Immediate window and press Enter to execute.



ShowMessage2 "I'm learning VBA."




Access executes the procedure and displays the message in a message box. Click OK to close the message box. Notice that to execute the ShowMessage2 procedure, you need to type the procedure name, a space, and the text you want to display. The text string must be surrounded by double quotation marks. In a similar way you can execute the ShowMessage3 procedure by providing two required text strings. For example, on a new line in the Immediate window, type the following statement and press Enter to execute:



ShowMessage3 "Keep on learning.", "John"




When you press the Enter key, Access executes the ShowMessage3 procedure and displays the text “John, your message is: Keep on learning.” Click OK to close this message box.


NOTE

You can also use the Call statement to run a procedure in the Immediate window. When using this statement, you must place the values of arguments within parentheses, as shown here:





Call ShowMessage3("Keep on learning.", "John")




Function procedures are executed using different methods. Step 6 demonstrates how to call the addTwoNumbers function.


	On a new line in the Immediate window, type a question mark followed by the name of the function procedure and press Enter:



?addTwoNumbers




Access should display the result of this function (the number 5) on the next line in the Immediate window.


	Now run the addTwoNumbers2 procedure. Type the following instruction in the Immediate window and press Enter:



?addTwoNumbers2(56, 24)




Access displays the result of adding these two numbers on the next line.


	If you’d rather see the function result in a message box, type the following instruction in the Immediate window and press Enter:



MsgBox("Total=" & addTwoNumbers2(34,80))




Access displays a message box with the text “Total=114”.


NOTE
See Chapter 2 for more information on running your procedures and functions from the Immediate window.



[image: image]
Figure 1.6.  Running procedures and functions in the Immediate window.



Now that you’ve familiarized yourself a bit with standard modules, let’s move on to another type of module known as the class module.



UNDERSTANDING CLASS MODULES



Class modules come in three varieties: standalone class modules, form modules, and report modules.


	Standalone class modules—These modules are used to create your own custom objects with their own properties and methods. You create a standalone class module by choosing Insert | Class Module in the Microsoft Visual Basic for Applications window. Access will create a default class module named Class1 and will list it in the Class modules folder in the Project Explorer window. You will work with standalone class modules in Chapter 8.


	Form modules—Each Access form can contain a form module, which is a special type of a class module.


	Report modules—Each Access report can contain a report module, which is a special type of class module.



All newly created forms and reports are lightweight by design because they don’t have modules associated with them when they’re first created. Therefore, they load and display faster than forms and reports with modules. These lightweight forms and reports have their Has Module property set to No (see Figure 1.7). When you open a form or report in Design view and click the View Code button ([image: image]) in the Tools section of the Form Design or Report Design tab, Access creates a form or report module. The Has Module property of a form or report is automatically set to Yes to indicate that the form or report now has a module associated with it. Note that this happens even if you have not written a single line of VBA code. Access opens a module window and assigns a name to the module that consists of three parts: the name of the object (e.g., form or report), an underscore character, and the name of the form or report. For example, a newly created form that has not been saved is named Form_Form1, a form module in the Customers form is named Form_Customers, and a report module in the Customers report is named Report_Customers (see Figure 1.8).

As with report modules, form modules store event procedures for events recognized by the form and its controls, as well as general function procedures and subprocedures. You can also write Property Get, Property Let, and Property Set procedures to create custom properties for the form or report. The procedures stored in their class modules are available only while you are using that form or report.


[image: image]
Figure 1.7.When you begin designing a new form in the Access user interface, the form does not have a module associated with it. Notice that the Has Module property on the form’s property sheet is set to No.

[image: image]
Figure 1.8.Database modules are automatically organized in folders. Form and report modules are listed in the Microsoft Access Class Objects folder. Standard modules can be found in the Modules folder. The Class Modules folder organizes standalone class modules.




EVENTS, EVENT PROPERTIES, AND EVENT PROCEDURES



To customize your database applications or to deliver products that fit your users’ specific needs, you’ll be doing quite a bit of event-driven programming. Access is an event-driven application. This means that whatever happens in an Access application is the result of an event that Access has detected. Events are things that happen to objects and can be triggered by the user or by the system, such as clicking a mouse button, pressing a key, selecting an item from a list, or changing a list of items available in a listbox. As a programmer, you will often want to modify the application’s built-in response to a particular event. Before the application processes the user’s mouseclicks and keypresses in the usual way, you can tell the application how to react to the activity. For example, if a user clicks a Delete button on your form, you can display a custom delete confirmation message to ensure that the user selected the intended record for deletion.

For each event defined for a form, form control, or report, there is a corresponding event property. If you open any Access form in Design view and choose Properties in the Tools section of the Form Design tab, and then click the Event tab of the property sheet, you will see a long list of events your form can respond to (see Figure 1.9).

Forms, reports, and the controls that appear on them have various event properties you can use to trigger desired actions. For example, you can open or close a form when a user clicks a command button, or you can enable or disable controls when the form loads.

To specify how a form, report, or control should respond to events, you can write event procedures. In your programming code, you may need to describe what should happen if a user clicks on a command button or selects from a combo box. For example, when you design a custom form, you should anticipate and program events that can occur at runtime (while the form is being used). The most common event is the Click event. Every time a command button is clicked, it triggers an event procedure to respond to the Click event for that button.

When you assign your event procedure to an event property, you set an event trap. Event trapping gives you considerable control in handling events because you basically interrupt the default processing that Access would normally carry out in response to the user’s keypress or mouseclick. If a user clicks a command button to save a form, whatever code you’ve written in the Click event of that command button will run. The event programming code is stored as a part of a form, report, or control and is triggered only when user interaction with a form or report generates a specific event; therefore, it cannot be used as a standalone procedure.


[image: image]
Figure 1.9.Event properties for an Access form are listed on the Event tab in the property sheet.


Why Use Events?



Events allow you to make your applications dynamic and interactive. To handle a specific event, you need to select the appropriate event property on the property sheet and then write an event handling procedure. Access will provide its own default response to those events you have not programmed. Events cannot be defined for tables or queries.


Walking Through an Event Procedure



The following hands-on exercise demonstrates how to write event procedures. Your task is to change the background color of a text box control on a form when the text box is selected and then return the default background color when you tab or click out of that text box.

[image: image] Hands-On 1.3   Writing an Event Procedure


	Close the Chap01.accdb database file used in Hands-On 1.1 and save changes to the file when prompted.


	Copy the AssetTracking.accdb database from the companion CD to your C:\VBAAccess2021_ByExample_Primer folder. This file is a copy of the Asset tracking database template provided by Microsoft.


	Open the database C:\VBAAccess2021_ByExample_Primer\AssetTracking.accdb. Upon loading, when you see a Welcome screen, click the Get Started button.


	Access opens the database and displays a security warning message (see Figure 1.10). To use the file, click the Enable Content button in the message bar. Access will close the database and reopen it. If you see the Welcome screen, click the Get Started button again
.

NOTE

The last section of this chapter explains how you can use trusted locations to keep Access from disabling the VBA code upon opening a database.

   As Microsoft continues to improve security in Office, the default behavior and banners displayed in Access and other Office applications may be different from those presented in the instructions and images included in this book. For the most recent guidelines, please see https://docs.microsoft.com/en-us/deployoffice/security/internet-macros-blocked.



[image: image]
Figure 1.10.Active content such as VBA Macros can contain viruses and other security hazards. By default, Access displays a Security Warning message when you first load a database file that contains active content. You should enable content only if you trust the contents of the file.


	Open the Asset Details form in Design view. To do this, right-click the Asset Details form and choose Design View from the shortcut menu.
 

NOTE

If the property sheet is not displayed next to the AssetDetails form, click the Property Sheet button in the Tools group of the Ribbon’s Form Design tab.





	Click the Manufacturer text box control on the Asset Details form, and then click the Event tab in the property sheet. The property sheet will display Manufacturer in the control drop-down box.

   The list of event procedures available for the text box control appears, as shown in Figure 1.11.

[image: image]
Figure 1.11.To create an event procedure for a form control, use the Build button, which is displayed as an ellipsis (. . .). This button is not available unless an event is selected.


	Click in the column next to the On Got Focus event name, and then click the Build button (. . .), as shown in Figure 1.11 in the previous step. This will bring up the Choose Builder dialog box (see Figure 1.12).

[image: image]
Figure 1.12.To write VBA programming code for your event procedure, choose Code Builder in the Choose Builder dialog box.


	Select Code Builder in the Choose Builder dialog box and click OK. This brings up the VBE window that you’ve worked with using the Chap01.accdb database in earlier Hands-On exercises (see Figure 1.13).

   Look at Figure 1.13. Access creates a skeleton of the GotFocus event procedure. The name of the event procedure consists of three parts: the object name (Manufacturer), an underscore character (_), and the name of the event (GotFocus) occurring to that object. The word Private indicates that the event procedure cannot be triggered by an event from another form. The word Sub in the first line denotes the beginning of the event procedure. The words End Sub in the last line denote the end of the event procedure. The statements to be executed when the event occurs are written between these two lines.

[image: image]
Figure 1.13.Code Builder displays the event procedure Code window with a blank event procedure for the selected object. Here you can enter the code for Access to run when the specified GotFocus procedure is triggered.

Notice that the procedure name ends with a pair of empty parentheses ( ). Words such as Sub, End, or Private have special meaning to Visual Basic and are called keywords (reserved words). Visual Basic displays keywords in blue, but you can change the color of your keywords from the Editor Format tab in the Options dialog box (choose Tools | Options in the Visual Basic Editor window). All VBA keywords are automatically capitalized.

   At the top of the Code window (see Figure 1.13), there are two drop-down listboxes. The one on the left is called Object. This box displays the currently selected control (Manufacturer). The box on the right is called Procedure. If you position the mouse over one of these boxes, the tooltip indicates the name of the box. Clicking on the down arrow at the right of the Procedure box displays a list of all possible event procedures associated with the object type selected in the Object box. You can close the drop-down listbox by clicking anywhere in the unused portion of the Code window.


	To change the background color of a text box control to green, enter the following statement between the existing lines:



Me.Manufacturer.BackColor = RGB(0, 255, 0)




Notice that when you type each period, Visual Basic displays a list containing possible item choices. This feature, called List Properties/Methods, is a part of Visual Basic’s on-the-fly syntax and programming assistance, and is covered in Chapter 2. When finished, your first event procedure should look as follows:



Private Sub Manufacturer_GotFocus()

  Me.Manufacturer.BackColor = RGB(0, 255, 0)

End Sub




The statement you just entered tells Visual Basic to change the background color of the Manufacturer text box to green when the cursor is moved into that control. The color is specified by using the RGB function. Me is the reference to the form that is currently active and contains the Manufacturer text box control.

[image: image]



	In the Visual Basic window, choose File | Close and Return to Microsoft Access. Notice that [Event Procedure] now appears next to the On Got Focus event property in the property sheet for the selected Manufacturer text box control (see Figure 1.14).

[image: image]
Figure 1.14.[Event Procedure] in the property sheet denotes that the text box’s On Got Focus event has an event procedure associated with it.


	To test your GotFocus event procedure, switch from the Design view of the Asset Details form to Form view by clicking the View button on the Ribbon’s Design tab.


	While in the Form view, click in the Manufacturer text box and notice the change in the background color.


	Now, click on any other text box control on the Asset Details form.


	Notice that the Manufacturer text box does not return to the original color. So far, you’ve told Visual Basic only what to do when the specified control receives the focus. If you want the background color to change when the focus moves to another control, there is one more event procedure to write—On Lost Focus.


	To create the LostFocus procedure, return your form to Design view and click the Manufacturer control. In the property sheet for this control, select the Event tab, and then click the Build button to the right of the On Lost Focus event property. In the Choose Builder dialog box, select Code Builder.


	To change the background color of a text box control to white, enter the following statement inside the Manufacturer_LostFocus event procedure:



Me.Manufacturer.BackColor = RGB(255,255,255)




The completed On Lost Focus procedure is shown in Figure 1.15.

[image: image]
Figure 1.15.The GotFocus and LostFocus event procedures will now control the behavior of the Manufacturer control when the control is in focus and out of focus.


	In the Visual Basic window, choose File | Close and Return to Microsoft Access. Notice that [Event Procedure] now appears next to the On Lost Focus event property in the property sheet for the selected Manufacturer text box control.


	Repeat steps 11–12 to test both event procedures you have written.


	When you are done, save the changes you made in the Asset Tracking database.






COMPILING YOUR PROCEDURES



The VBA code you write in the Visual Basic Editor Code window is automatically compiled by Access before you run it. The syntax of your VBA statements is first thoroughly checked for errors, and then your procedures are converted into executable format. If an error is discovered during the compilation process, Access stops compiling and displays an error message. It also highlights the line of code that contains the error. The compiling process can take from seconds to minutes or longer, depending on the number of procedures written and the number of modules used.

To ensure that your procedures have been compiled, you can explicitly compile them after you are done programming. You can do this by choosing Debug | Compile in the Visual Basic Editor window.

Access saves all the code in your database in its compiled form. Compiled code runs more quickly the next time you open it. You should always save your modules after you compile them. In Chapter 9, “Getting to Know Built-In Tools for Testing and Debugging,” you will learn how to test and troubleshoot your VBA procedures.



PLACING A DATABASE IN A TRUSTED LOCATION



By default, the security features built into Access disable the VBA code and macros when you open a database. To make it easy to work with Access databases in this book, you will not want to bother with enabling content each time you open a database. To trust your databases permanently, you can place them in a trusted location—a folder on your local or network drive that you mark as trusted. You can get more information about the Enable Content button and access the Trust Center to set up a trusted folder by choosing File | Info (see Figure 1.16). This screen can also be activated by clicking the text message in the Security Warning message bar: “Some active content has been disabled. Click for more details.” See Figure 1.10 . Note that you will not see this message in the Info Section because you already told Access to trust the AssetTracking database by clicking on the Enable Content button. See the next Hands-On section on how to view this message.

[image: image]
Figure 1.16.The Info tab with an explanation of the Security Warning message.

Hands-On 1.4 will take you through the process of setting up a trusted folder for your Access databases by using the Options button.

[image: image] Hands-On 1.4   Placing an Access Database in a Trusted Location


	Close the AssetTracking database you worked with in the previous Hands-On and open the Chap01.accdb database. The database should load with the warning message. Do not click the Enable Content button.


	Click the text of the warning message. Access will activate the Info section of the File tab, as shown in Figure 1.16.


	In the same screen, click the Options button.


	In the left pane of the Access Options dialog box, click Trust Center, and then click Trust Center Settings in the right pane, as shown in Figure 1.17.

[image: image]
Figure 1.17.Working with the Trust Center (Step 1).


	In the left pane of the Trust Center dialog box, click Trusted Locations, as shown in Figure 1.18, and click the Add new location button.

[image: image]
Figure 1.18.Working with the Trust Center (Step 2).


	In the Path text box, type the path and folder name of the location on your local drive that you want to set up as a trusted source for opening files. Let’s enter C:\VBAAccess2021_ByExample_Primer to designate this folder as a trusted location for Chapters 1-9 of this book’s database programming exercises (see Figure 1.19). Fill in the Description as shown.

[image: image]
Figure 1.19.Working with the Trust Center (Step 3).


	Click OK to close the Microsoft Office Trusted Location dialog box.

The Trusted Locations list in the Trust Center dialog box now includes the C:\VBAAccess2021_ByExample_Primer folder as a trusted source (see Figure 1.20). Files put in a trusted location can be opened without being checked by the Trust Center security feature. On your own, create trusted folders for the remaining chapters in this book. These folders are listed in Figure 1.20 as C:\VBAAccess2021_ByExample and C:\VBAAccess2021_XML.


	Click OK to close the Trust Center dialog box.


	Click OK to close the Access Options dialog box.


	Close the Chap01.accdb database and exit Access.


	Open the Chap01.accdb database file from your C:\VBAPrimerAccess_ByExample folder and notice that Access no longer displays the Security Warning message.


	Close the Chap01.accdb database.

[image: image]
Figure 1.20.Working with the Trust Center (Step 4).





SUMMARY



In this chapter, you learned about subroutine procedures, function procedures, property procedures, and event procedures. You also learned different ways of executing subroutines and functions. The main hands-on exercise in this chapter walked you through writing two event procedures in the Asset Details form’s class module for a Manufacturer text control placed in the form. You finished this chapter by designating trusted location folders for your Access databases that you will create and work with in this book.

This chapter has given you a glimpse of the Microsoft Visual Basic programming environment built into Access. The next chapter will take you deeper into this interface, showing you various windows and shortcuts that you can use to program faster and with fewer errors.
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Now that you know how to write procedures and functions in standard modules and event procedures in modules placed behind a form, we’ll spend some time in the Visual Basic Editor window to become familiar with the multitude of tools it offers to simplify your programming tasks. With the tools located in the Visual Basic Editor window, you can:

	Write your own VBA procedures


	Create custom forms


	View and modify object properties


	Test and debug VBA procedures and locate errors



You can enter the VBA programming environment in either of the following ways:

	By selecting the Database Tools tab, and then Visual Basic in the Macro group


	From the keyboard, by pressing Alt+F11




UNDERSTANDING THE PROJECT EXPLORER WINDOW



The Project Explorer window, located on the left side of the Visual Basic Editor window, provides access to modules behind forms and reports via the Microsoft Access Class Objects folder (see Figure 2.1). The Modules folder lists only standard modules that are not behind a form or report.

In addition to the Microsoft Access Class Objects and Modules folders, the VBA Project Explorer window can contain a Class Modules folder. Class modules are used for creating your own objects, as demonstrated in Chapter 8. Using the Project Explorer window, you can easily move between modules currently loaded into memory.

You can activate the Project Explorer window in one of three ways:

	From the View menu by selecting Project Explorer


	From the keyboard by pressing Ctrl-R


	From the Standard toolbar by clicking the Project Explorer button () as shown in Figure 2.2.



[image: image]
Figure 2.1.The Project Explorer window provides easy access to your VBA procedure code.


NOTE

If the Project Explorer window is visible but not active, activate it by clicking the Project Explorer title bar.



Buttons on the Standard toolbar (Figure 2.2) provide a quick way to access many Visual Basic features.

[image: image]
Figure 2.2.Use the toolbar buttons to quickly access frequently used features in the VBE window.

The Project Explorer window (see Figure 2.3) contains three buttons:

	View Code—Displays the Code window for the selected module.


	View Object—Displays the selected form or report in the Microsoft Access Class Objects folder. This button is disabled when an object in the Modules or Class Modules folder is selected.


	Toggle Folders—Hides and unhides the display of folders in the Project Explorer window.

[image: image]
Figure 2.3.The VBE Project Explorer window contains three buttons that allow you to view code or objects and toggle folders.





UNDERSTANDING THE PROPERTIES WINDOW



The Properties window allows you to review and set properties for the currently selected Access class or module. The name of the selected object is displayed in the Object box located just below the Properties window title bar. The Properties window displays the current settings for the selected object. Object properties can be viewed alphabetically or by category by clicking on the appropriate tab.

	Alphabetic tab—Lists all properties for the selected object alphabetically. You can change the property setting by selecting the property name, and then typing or selecting the new setting.


	Categorized tab—Lists all properties for the selected object by category. You can collapse the list so that you see only the category names, or you can expand a category to see the properties. The plus (+) icon to the left of the category name indicates that the category list can be expanded. The minus (–) indicates that the category is currently expanded.



The Properties window can be accessed in the following ways:

	From the View menu by selecting Properties Window


	From the keyboard by pressing F4


	From the Standard toolbar by clicking the Properties Window button () located to the right of the Project Explorer button



Figure 2.4 displays the properties of the E-mail Address text box control located in the Form_Order Details form in the Northwind 2007 sample Access database. In order to access properties for a form control, you need to perform the steps outlined in Hands-On 2.1.


NOTE

All code files and figures for the hands-on projects may be found in the companion files.



[image: image] Hands-On 2.1   Using the Properties Window to View Control Properties


	Copy the Northwind 2007 sample database from the companion files to your C:\VBAAccess2021_ByExample_Primer folder.


	Open and load the C:\VBAAccess2021_ByExample_Primer\Northwind 2007.accdb file. Log in to the database as Andrew Cencini.


	When Northwind 2007 opens, press Alt+F11 to activate the Visual Basic Editor window, or choose Database Tools | Visual Basic.


	In the Project Explorer window, click the Toggle Folders button () and select the Microsoft Access Class Objects folder. Highlight the Form_Order Details form (Figure 2.4) and click the View Object button () located to the left of the Toggle Folders button. This will open the selected form in Design view.


	Press Alt+F11 to return to the Visual Basic Editor. The Properties window will be filled with the properties for the Form_Order Details form. To view the properties of the E-mail Address text box control on this form, as shown in Figure 2.4, select E-mail Address from the drop-down list located below the Properties window’s title bar.

[image: image]
Figure 2.4.You can edit object properties in the Properties window, or you can edit them in the property sheet when a form or report is open in Design view.





UNDERSTANDING THE CODE WINDOW



The Code window is used for Visual Basic programming as well as for viewing and modifying the code of existing Visual Basic procedures. Each VBA module can be opened in a separate Code window.

There are several ways to activate the Code window:

	From the Project Explorer window, choose the appropriate module and then click the View Code button ([image: image])


	From the Microsoft Visual Basic menu bar, choose View | Code


	From the keyboard, press F7



At the top of the Code window there are two drop-down list boxes that allow you to move quickly within the Visual Basic code. In the Object box on the left side of the Code window, you can select the object whose code you want to view, as shown in Figure 2.5.

[image: image]
Figure 2.5.The Object drop-down box lists objects that are available in the module selected in the Project Explorer window.

The box on the right side of the Code window lets you select a procedure to view. When you click the down arrow at the right of this box, the names of all procedures located in a module are listed alphabetically, as shown in Figure 2.6. When you select a procedure in the Procedure box, the cursor will jump to the first line of that procedure.

[image: image]
Figure 2.6.The Procedure drop-down box lists events to which the object selected in the Object drop-down box can respond. If the selected module contains events written for the highlighted object, the names of these events appear in bold type.

By choosing Window | Split or dragging the split bar (located at the top of the vertical scroll bar) to a selected position in the Code window, you can divide the Code window into two panes, as shown in Figure 2.7.

[image: image]
Figure 2.7.By splitting the Code window, you can view different sections of a long procedure or a different procedure in each window pane.

Setting up the Code window for the two-pane display is useful for copying, cutting, and pasting sections of code between procedures in the same module. To return to a one-window display, drag the split bar all the way to the top of the Code window or choose Window | Split.

There are two icons at the bottom of the Code window (see Figure 2.7). The Procedure View icon changes the display to only one procedure at a time in the Code window. To select another procedure, use the Procedure drop-down box. The Full Module View icon changes the display to all the procedures in the selected module. Use the vertical scrollbar in the Code window to scroll through the module’s code. The Margin Indicator bar is used by the Visual Basic Editor to display helpful indicators during editing and debugging.



OTHER WINDOWS IN THE VBE



In addition to the Code window, there are several other windows that are frequently used in the Visual Basic environment, such as the Immediate, Locals, Watch, Project Explorer, Properties, and Object Browser windows. The Docking tab in the Options dialog box, shown in Figure 2.8, displays a list of available windows and allows you to choose which windows you want to be dockable. To access this dialog box, select Tools | Options in the Visual Basic Editor window.

[image: image]
Figure 2.8.You can use the Docking tab in the Options dialog box to control which windows are currently displayed in the Visual Basic programming environment.



ASSIGNING A NAME TO THE VBA PROJECT



A VBA Project is a set of Microsoft Access objects, modules, forms, and references.

When you create a Microsoft Access database and later switch to the VBE window, you will see in the Project Explorer window that Access had automatically assigned the database name to the VBA Project. For example, if your database is named Chap01.accdb, the Project Properties window displays Chap01 (Chap01) where the first “Chap01” denotes the VBA Project name and the “Chap01” in the parentheses is the name of the database. You can change the name of the VBA Project in one of the following ways:

	Choose Tools | <database name> Properties, enter a new name in the Project Name box of the Project Properties window (see Figure 2.9), and click OK.


	In the Project Explorer window, right-click the name of the project and select <database name> Properties. Enter a new name in the Project Name box of the Project Properties window (see Figure 2.9) and click OK.



To avoid naming conflicts between projects, make sure that you give your projects unique names.

   

[image: image]
Figure 2.9.Use the Project Properties dialog box to rename the VBA Project.



RENAMING A MODULE



When you insert a new module to your VBA Project, Access generates a default name for the module—Module1, Module2, and so on. You can rename your modules right after you insert them into the VBA project or when your project is being saved for the first time. In the latter case, Access will iterate through all the newly added (not saved) modules and will prompt you with the Save As dialog box to accept or change the module name. You can change the module name at any time via the Properties window. Simply select the module name (e.g., Module1) in the Project Explorer window and double-click the Name property in the Properties window. This action will highlight the default module name next to the Name property. Type the new name for the module and press Enter. The module name in the Project Explorer window should now reflect your change.



SYNTAX AND PROGRAMMING ASSISTANCE



Writing procedures in Visual Basic requires that you use hundreds of built-in instructions and functions. Because most people cannot memorize the correct syntax of all the instructions available in VBA, the IntelliSense® technology provides you with syntax and programming assistance on demand while you are entering instructions. While working in the Code window, you can have special tools pop up and guide you through the process of creating correct VBA code. The Edit toolbar in the VBE window, shown in Figure 2.10, contains several buttons that let you enter correctly formatted VBA instructions with speed and ease. If the Edit toolbar isn’t currently docked in the Visual Basic Editor window, you can turn it on by choosing View | Toolbars.

[image: image]
Figure 2.10.The Edit toolbar provides timesaving buttons while entering VBA code.

List Properties/Methods



Each object can contain one or more properties and methods. When you enter the name of the object in the Code window followed by a period that separates the name of the object from its property or method, a pop-up menu may appear. This menu lists the properties and methods available for the object that precedes the period. To turn on this automated feature, choose Tools | Options. In the Options dialog box, click the Editor tab, and make sure the Auto List Members checkbox is selected. As you enter VBA instructions, Visual Basic suggests properties and methods that can be used with the object, as demonstrated in Figure 2.11.

[image: image]
Figure 2.11.When Auto List Members is selected, Visual Basic suggests properties and methods that can be used with the object as you are entering the VBA instructions.

To choose an item from the pop-up menu, start typing the name of the property or method you want to use. When the correct item name is highlighted, press Enter to insert the item into your code and start a new line or press the Tab key to insert the item and continue writing instructions on the same line. You can also double-click the item to insert it in your code. To close the pop-up menu without inserting an item, press Esc. When you press Esc to remove the pop-up menu, Visual Basic will not display the menu for the same object again.

To display the Properties/Methods pop-up menu again, you can:

	Press Ctrl-J


	Use the Backspace key to delete the period, and then type the period again


	Right-click in the Code window, and select List Properties/Methods from the shortcut menu


	Choose Edit | List Properties/Methods


	Click the List Properties/Methods button ([image: image]) on the Edit toolbar




Parameter Info



Some VBA functions and methods can take one or more arguments (or parameters). If a Visual Basic function or method requires an argument, you can see the names of required and optional arguments in a tip box that appears just below the cursor as soon as you type the open parenthesis or enter a space. The Parameter Info feature (see Figure 2.12) makes it easy for you to supply correct arguments to a VBA function or method. In addition, it reminds you of two other things that are very important for the function or method to work correctly: the order of the arguments and the required data type of each argument. For example, if you enter in the Code window the instruction DoCmd.OpenForm and type a space after the OpenForm method, a tip box appears just below the cursor. Then as soon as you supply the first argument and enter the comma, Visual Basic displays the next argument in bold. Optional arguments are surrounded by square brackets [ ]. To close the Parameter Info window, all you need to do is press Esc.

[image: image]
Figure 2.12.A tip window displays a list of arguments used by a VBA function or method.

To open the tip box using the keyboard, enter the instruction or function, followed by the open parenthesis, and then press Ctrl-Shift-I. You can also click the Parameter Info button ([image: image]) on the Edit toolbar or choose Edit | Parameter Info from the menu bar.

You can also display the Parameter Info box when entering a VBA function. To try this out quickly, choose View | Immediate Window, and then type the following in the Immediate window:



Mkdir(




You should see the MkDir(Path As String) tip box just below the cursor. Now, type "C:\NewFolder" followed by the ending parenthesis. When you press Enter, Visual Basic will create a folder named NewFolder in the root directory of your computer. Activate File Explorer and check it out!


List Constants



If there is a check mark next to the Auto List Members setting in the Options dialog box (Editor tab), Visual Basic displays a pop-up menu listing the constants that are valid for the property or method. A constant is a value that indicates a specific state or result. Access and other members of the Microsoft 365 have a number of predefined, built-in constants.

Suppose you want to open a form in Design view. In Microsoft Access, a form can be viewed in Design view (acDesign), Datasheet view (acFormDS), PivotChart view (acFormPivotChart), PivotTable view (acFormPivotTable), Form view (acNormal), and Print Preview (acPreview). Each of these options is represented by a built-in constant. Microsoft Access constant names begin with the letters “ac.” As soon as you enter a comma and a space following your instruction in the Code window (e.g., DoCmd.OpenForm "Products"), a pop-up menu will appear with the names of valid constants for the OpenForm method, as shown in Figure 2.13.


[image: image]
Figure 2.13.The List Constants pop-up menu displays a list of constants that are valid for the property or method typed.

The List Constants menu can be activated by pressing Ctrl+Shift+J or by clicking the List Constants button ([image: image]) on the Edit toolbar.


Quick Info



When you select an instruction, function, method, procedure name, or constant in the Code window and then click the Quick Info button ([image: image]) on the Edit toolbar (or press Ctrl+I), Visual Basic will display the syntax of the highlighted item as well as the value of its constant (see Figure 2.14). The Quick Info feature can be turned on or off using the Options dialog box (Tools | Options). To use the feature, click the Editor tab in the Options dialog box, and make sure there is a check mark in the box next to Auto Quick Info.

[image: image]
Figure 2.14.The Quick Info feature provides a list of function parameters, as well as constant values and VBA statement syntax.


Complete Word



Another way to increase the speed of writing VBA procedures in the Code window is with the Complete Word feature. As you enter the first few letters of a keyword and click the Complete Word button ([image: image]) on the Edit toolbar, Visual Basic will complete the keyword entry for you. For example, if you enter the first three letters of the keyword DoCmd (DoC) in the Code window, and then click the Complete Word button on the Edit toolbar, Visual Basic will complete the rest of the command. In the place of DoC you will see the entire instruction, DoCmd.

If there are several VBA keywords that begin with the same letters, when you click the Complete Word button on the Edit toolbar, Visual Basic will display a pop-up menu listing all of them. To try this, enter only the first three letters of the word Application (App), and then press the Complete Word button on the toolbar. You can then select the appropriate word from the pop-up menu.


Indent/Outdent



The Editor tab in the Options dialog box, shown in Figure 2.15, contains many settings you can enable to make automated features available in the Code window.

[image: image]
Figure 2.15.The Options dialog box lists features you can turn on and off to fit the VBA programming environment to your needs.

When the Auto Indent option is turned on, Visual Basic automatically indents the selected lines of code using the Tab Width value. The default entry for Auto Indent is four characters (see Figure 2.15). You can easily change the tab width by typing a new value in the text box. Why would you want to use indentation in your code? Indentation makes your VBA procedures more readable and easier to understand. Indenting is especially recommended for entering lines of code that make decisions or repeat actions.

Let’s see how you can indent and outdent lines of code using the Form_InventoryList form in the Northwind database that you opened in the previous hands-on exercise.

[image: image] Hands-On 2.2   Using the Indent/Outdent Feature


	In the Project Explorer window in the Microsoft Access Class Objects folder, double-click Form_Inventory List. The Code window should now show the CmdPurchase_Click event procedure written for this form.


	In the Code window, select the block of code beginning with the keyword If and ending with the keywords End If.


	Click the Indent button ([image: image]) on the Edit toolbar or press Tab on the keyboard. The selected block of code will move four spaces to the right. You can adjust the number of spaces to indent by choosing Tools | Options and entering the appropriate value in the Tab Width box on the Editor tab.


	Now, click the Outdent button ([image: image]) on the Edit toolbar or press Shift+Tab to return the selected lines of code to the previous location in the Code window. The Indent and Outdent options are also available from Visual Basic Editor’s Edit menu.




Comment Block/Uncomment Block



The apostrophe placed at the beginning of a line of code denotes a comment. Besides the fact that comments make it easier to understand what the procedure does, comments are also very useful in testing and troubleshooting VBA procedures. For example, when you execute a procedure, it may not run as expected. Instead of deleting the lines of code that may be responsible for the problems encountered, you may want to skip the lines for now and return to them later. By placing an apostrophe at the beginning of the line you want to avoid, you can continue checking the other parts of your procedure. While commenting one line of code by typing an apostrophe works fine for most people, when it comes to turning entire blocks of code into comments, you’ll find the Comment Block and Uncomment Block buttons on the Edit toolbar very handy and easy to use.

To comment a few lines of code, select the lines and click the Comment Block button ([image: image]). To turn the commented code back into VBA instructions, click the Uncomment Block button ([image: image]). If you click the Comment Block button without selecting a block of text, the apostrophe is added only to the line of code where the cursor is currently located.




USING THE OBJECT BROWSER



If you want to move easily through the myriad of VBA elements and features, examine the capabilities of the Object Browser. This special built-in tool is available in the Visual Basic Editor window.

To access the Object Browser, use any of the following methods:

	Press F2


	Choose View | Object Browser


	Click the Object Browser button ([image: image]) on the toolbar



The Object Browser allows you to browse through the objects available to your VBA procedures, as well as view their properties, methods, and events. With the aid of the Object Browser, you can quickly move between procedures in your database application and search for objects and methods across various type libraries.

The Object Browser window, shown in Figure 2.16, is divided into several sections. The top of the window displays the Project/Library drop-down listbox with the names of all currently available libraries and projects.

A library is a special file that contains information about the objects in an application. New libraries can be added via the References dialog box (select Tools | References). The entry for <All Libraries> lists the objects of all libraries installed on your computer. While the Access library contains objects specific to using Microsoft Access, the VBA library provides access to three objects (Debug, Err, and Collection), as well as several built-in functions and constants that give you flexibility in programming. You can send output to the Immediate window, get information about runtime errors, work with the Collection object, manage files, deal with text strings, convert data types, set date and time, and perform mathematical operations.

Below the Project/Library drop-down listbox is a search box (Search Text) that allows you to quickly find information in a library. This field remembers the last four items you searched for. To find only whole words, right-click anywhere in the Object Browser window, and then choose Find Whole Word Only from the shortcut menu. The Search Results section of the Object Browser displays the Library, Class, and Member elements that meet the criteria entered in the Search Text box. When you type the search text and click the Search button, Visual Basic expands the Object Browser window to show the search results. You can hide or show the Search Results section by clicking the button located to the right of the binoculars. In the lower section of the Object Browser window, the Classes listbox displays the available object classes in the selected library. If you select the name of the open database (e.g., Northwind) in the Project/Library listbox, the Classes list will display the objects as listed in the Explorer window.

In Figure 2.16, the Form_Inventory List object class is selected. When you highlight a class, the list on the right side (Members) shows the properties, methods, and events available for that class. By default, members are listed alphabetically. You can, however, organize the Members list by group type (properties, methods, or events) using the Group Members command from the Object Browser shortcut menu (right-click anywhere in the Object Browser window to display this menu).

When you select the Northwind 2007 project in the Project/Library listbox, the Members listbox will list all the procedures available in this project. To examine a procedure’s code, double-click its name. When you select a VBA library in the Project/Library listbox, you will see the Visual Basic built-in functions and constants. If you need more information on the selected class or member, click the question mark button located at the top of the Object Browser window.

The bottom of the Object Browser window displays a code template area with the definition of the selected member. Clicking the green hyperlink text in the code template lets you jump to the selected member’s class or library in the Object Browser window. Text displayed in the code template area can be copied and pasted to a Code window. If the Code window is visible while the Object Browser window is open, you can save time by dragging the highlighted code template and dropping it into the Code window. You can easily adjust the size of the various sections of the Object Browser window by dragging the dividing horizontal and vertical lines.

[image: image]
Figure 2.16.The Object Browser window allows you to browse through all the objects, properties, and methods available to the current VBA project.

Let’s put the Object Browser to use in VBA programming. Assume that you want to write a VBA procedure to control a checkbox placed on a form and would like to see the list of properties and methods that are available for working with checkboxes.

[image: image] Hands-On 2.3   Using the Object Browser


	In the Visual Basic Editor window, press F2 to display the Object Browser.


	In the Project/Library listbox (see Figure 2.16), click the drop-down arrow and select the Access library.


	Type checkbox in the Search Text box and click the Search button ([image: image]). Make sure you don’t enter a space in the search string.



Visual Basic begins to search the Access library and displays the search results. By analyzing the search results in the Object Browser window, you can find the appropriate VBA instructions for writing your VBA procedures. For example, looking at the Members list lets you quickly determine that you can enable or disable a checkbox by setting the Enabled property. To get detailed information on any item found in the Object Browser, select the item and press F1 to activate online help.



USING THE VBA OBJECT LIBRARY



While programming in Microsoft Access you will need to rely on some functions that are general in nature. Functions that are available in the VBA Objects Library will allow you to manage files and folders, set the date and time, interact with users, convert data types, deal with text strings, or perform mathematical calculations. In the following exercise, you will see how to use one of these functions to create a new subfolder without leaving Access.

[image: image] Hands-On 2.4   Using Built-In VBA Functions


	In the Visual Basic Editor window with the Northwind 2007 database open, choose Insert | Module to create a new standard module.


	In the Properties Window, change the Name property of Module1 to VBA_Chap2.


	In the Code window, enter Sub NewFolder() as the name of the procedure and press Enter. Visual Basic will enter the ending keywords: End Sub.


	Press F2 to display the Object Browser.


	Click the drop-down arrow in the Project/Library listbox and select VBA.


	Enter file in the Search Text box and press Enter.


	Scroll down in the Members listbox and highlight the MkDir method.


	Click the Copy button in the Object Browser window to copy the selected method name to the Windows clipboard.


	Close the Object Browser and return to the Code window. Paste the copied instruction inside the NewFolder procedure.


	Now, enter a space, followed by “C:\Study”. Be sure to enter the name of the entire path and the quotation marks. Your NewFolder procedure should look like the following:



Sub NewFolder()

  MkDir "C:\Study"

End Sub





	Choose Run | Run Sub/UserForm to run the NewFolder procedure.

After you run the NewFolder procedure, Visual Basic creates a new folder on drive C called Study. To see the folder, activate File Explorer. After creating a new folder, you may realize that you don’t need it after all. Although you could easily delete the folder while in File Explorer, how about getting rid of it programmatically?

   The Object Browser contains many other methods that are useful for working with folders and files. The RmDir method is just as simple to use as the MkDir method. To remove the Study folder from your hard drive, replace the MkDir method with the RmDir method and rerun the NewFolder procedure. Or create a new procedure called RemoveFolder, as shown here:



Sub RemoveFolder()

   RmDir "C:\Study"

End Sub







When writing procedures from scratch, it’s a good idea to consult the Object Browser for names of the built-in VBA functions.



USING THE IMMEDIATE WINDOW



The Immediate window is a sort of VBA programmer’s scratch pad. Here you can test VBA instructions before putting them to work in your VBA procedures. It is a great tool for experimenting with your new language. Use it to try out your statements. If the statement produces the expected result, you can copy the statement from the Immediate window into your procedure (or you can drag it right onto the Code window if the window is visible).

To activate the Immediate window, choose View | Immediate Window in the Visual Basic Editor, or press Ctrl+G while in the Visual Basic Editor window.

The Immediate window can be moved anywhere on the Visual Basic Editor window, or it can be docked so that it always appears in the same area of the screen. The docking setting can be turned on and off from the Docking tab in the Options dialog box (Tools | Options).

To close the Immediate window, click the Close button in the top-right corner of the window.

The following hands-on exercise demonstrates how to use the Immediate window to check instructions and get answers.

[image: image] Hands-On 2.5   Experiments in the Immediate Window


	If you are not in the VBE window, press Alt+F11 to activate it.


	Press Ctrl+G to activate the Immediate window or choose View | Immediate Window.


	In the Immediate window, type the following instruction and press Enter:



DoCmd.OpenForm "Inventory List"





	If you entered the preceding VBA statement correctly, Visual Basic opens the Inventory List form, assuming the Northwind database is open.


	Enter the following instruction in the Immediate window:



Debug.Print Forms![Inventory List].RecordSource







When you press Enter, Visual Basic indicates that Inventory is the RecordSource for the Inventory List form. Every time you type an instruction in the Immediate window and press Enter, Visual Basic executes the statement on the line where the insertion point is located. If you want to execute the same instruction again, click anywhere in the line containing the instruction and press Enter. For more practice, rerun the statements shown in Figure 2.17. Start from the instruction displayed in the first line of the Immediate window. Execute the instructions one by one by clicking in the appropriate line and pressing Enter.

[image: image]
Figure 2.17.Use the Immediate window to evaluate and try Visual Basic statements.

So far you have used the Immediate window to perform some actions. The Immediate window also allows you to ask questions. Suppose you want to find out the answers to “How many controls are in the Inventory List form?” or “What’s the name of the current application?” When working in the Immediate window, you can easily get answers to these and other questions.

In the preceding exercise, you entered two instructions. Let’s return to the Immediate window to ask some questions. Access remembers the instructions entered in the Immediate window even after you close this window. The contents of the Immediate window are automatically deleted when you exit Microsoft Access. You can also clear the Immediate Window at any time by pressing Ctrl+A followed by the Delete key.

[image: image] Hands-On 2.6   Asking Questions in the Immediate Window


	Click in a new line of the Immediate window and enter the following statement to find out the number of controls in the Inventory List form:



?Forms![Inventory List].Controls.Count




When you press Enter, Visual Basic enters the number of controls on a new line in the Immediate window.


	Click in a new line of the Immediate window, and enter the following statement:



?Application.Name




When you press Enter, Visual Basic enters the name of the active application on a new line in the Immediate window.


	In a new line in the Immediate window, enter the following instruction:



?12/3




When you press Enter, Visual Basic shows the result of the division on a new line. But what if you want to know the result of 3 + 2 and 12 * 8 right away? Instead of entering these instructions on separate lines, you can enter them on one line as in the following example:



?3+2:?12*8




Notice the colon separating the two blocks of instructions. When you press the Enter key, Visual Basic displays the results 5 and 96 on separate lines in the Immediate window.

Here are a couple of other statements you may want to try out on your own in the Immediate window:



?Application.GetOption("Default Database Directory")

?Application.CodeProject.Name




Instead of using the question mark, you may precede the statement typed in the Immediate window with the Print command, like this:



Print Application.CodeProject.Name




To delete the instructions from the Immediate window, highlight all the lines and press Delete.


	In the Visual Basic Editor window, choose File | Close and Return to Microsoft Access.


	Close the Northwind 2007.accdb database.


NOTE

Recall that in Chapter 1 you learned how to run subroutine procedures and functions from the Immediate window. You will find other examples of running procedures and functions from this window in subsequent chapters.







SUMMARY



Programming in Access requires a working knowledge of objects and collections of objects. In this chapter, you explored features of the Visual Basic Editor window that can assist you in writing VBA code. Here are some important points:

	When in doubt about objects, properties, or methods in an existing VBA procedure, highlight the instruction in question and fire up the online help by pressing F1.


	When you need on-the-fly programming assistance while typing your VBA code, use the shortcut keys or buttons available on the Edit toolbar.


	If you need a quick listing of properties and methods for every available object, or have trouble locating a hard-to-find procedure, go with the Object Browser.


	If you want to experiment with VBA and see the results of VBA commands immediately, use the Immediate window.



In the next chapter, you will learn how you can remember certain values in your VBA procedures by using various types of variables and constants.





Access VBA
Fundamentals

C h a p t e r   3



In Chapter 2, you used the question mark to have Visual Basic return some information in the Immediate window. Unfortunately, when you write Visual Basic procedures outside the Immediate window, you can’t use the question mark. So how do you obtain answers to your questions in VBA procedures? To find out what a VBA instruction (statement) has returned, you must tell Visual Basic to memorize it. This is done by using variables. This chapter introduces you to many types of variables, data types, and constants that you can and should use in your VBA procedures.


INTRODUCTION TO DATA TYPES



When you create Visual Basic procedures, you have a purpose in mind: You want to manipulate data. Because your procedures will handle different kinds of information, you should understand how Visual Basic stores data.

The data type determines how the data is stored in the computer’s memory. For example, data can be stored as a number, text, date, object, etc. If you forget to tell Visual Basic the data type, it is assigned the Variant data type. The Variant type can figure out on its own what kind of data is being manipulated and then take on that type. The Visual Basic data types are shown in Table 3.1. In addition to the built-in data types, you can define your own data types; these are known as user-defined data types. Because data types take up different amounts of space in the computer’s memory, some of them are more expensive than others. Therefore, to conserve memory and make your procedure run faster, you should select the data type that uses the fewest bytes but at the same time can handle the data that your procedure has to manipulate.

Table 3.1VBA data types.



[image: image]
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In addition to the above data types, Access 2021 introduces a new Date/Time Extended data type. This data type provides a larger date range, higher fractional precision, and compatibility with the SQL Server datetime2 data type. This data type is not compatible with previous versions of Microsoft Access. The versions of Access that do not include this feature will not be able to open the database. For more information on using the Date/Time Extended data type, see the following Microsoft Support link:

https://support.microsoft.com/en-us/office/using-the-date-time-extended-data-type-708c32da-a052-4cc2-9850-9851042e0024#



UNDERSTANDING AND USING VARIABLES



A variable is a name used to refer to an item of data. Each time you want to remember the result of a VBA instruction, think of a name that will represent it. For example, if you want to keep track of the number of controls on a form, you can make up a name such as NumOfControls, TotalControls, or FormsControlCount.

The names of variables can contain characters, numbers, and punctuation marks except for the following:



, # $ % & @ !




The name of a variable cannot begin with a number or contain a space. If you want the name of the variable to include more than one word, use the underscore (_) as a separator. Although a variable name can contain as many as 254 characters, it’s best to use short and simple names. Using short names will save you typing time when you need to reuse the variable in your Visual Basic procedure. Visual Basic doesn’t care whether you use uppercase or lowercase letters in variable names; however, most programmers use lowercase letters. When the variable name is composed of more than one word, most programmers capitalize the first letter of each word, as in the following: NumOfControls, First_Name.

[image: image] Reserved Words Can’t Be Used for Variable Names

You can use any label you want for a variable name except for the reserved words that VBA uses. Visual Basic function names and words that have a special meaning in VBA cannot be used as variable names. For example, words such as Name, Len, Empty, Local, Currency, or Exit will generate an error message if used as a variable name.


Give your variables names that can help you remember their roles. Some programmers use a prefix to identify the variable’s type. A variable name preceded with “str,” such as strName, can be quickly recognized within the procedure code as the variable holding the text string.

Declaring Variables



You can create a variable by declaring it with a special command or by just using it in a statement. When you declare your variable, you make Visual Basic aware of the variable’s name and data type. This is called explicit variable declaration.

[image: image] Advantages of Explicit Variable Declaration

Explicit variable declaration:

	Speeds up the execution of your procedure. Since Visual Basic knows the data type, it reserves only as much memory as is necessary to store the data.


	Makes your code easier to read and understand because all the variables are listed at the very beginning of the procedure.


	Helps prevent errors caused by misspelling a variable name. Visual Basic automatically corrects the variable name based on the spelling used in the variable declaration.




If you don’t let Visual Basic know about the variable prior to using it, you are implicitly telling VBA that you want to create this variable. Implicit variables are automatically assigned the Variant data type (see Table 3.1 earlier in the chapter). Although implicit variable declaration is convenient (it allows you to create variables on the fly and assign values to them without knowing in advance the data type of the values being assigned), it can cause several problems.

[image: image] Disadvantages of Implicit Variable Declaration

	If you misspell a variable name in your procedure, Visual Basic may display a runtime error or create a new variable. You are guaranteed to waste some time troubleshooting problems that could easily have been avoided had you declared your variable at the beginning of the procedure.


	Since Visual Basic does not know what type of data your variable will store, it assigns it a Variant data type. This causes your procedure to run slower because Visual Basic must check the data type every time it deals with your variable. And because Variant variables can store any type of data, Visual Basic must reserve more memory to store your data.





You declare a variable with the Dim keyword. Dim stands for “dimension.” The Dim keyword is followed by the variable’s name and type.

Suppose you want the procedure to display the age of an employee. Before you can calculate the age, you must feed the procedure the employee’s date of birth. To do this, you declare a variable called dateOfBirth, as follows:



Dim dateOfBirth As Date




Notice that the Dim keyword is followed by the name of the variable (dateOfBirth). If you don’t like this name, you are free to replace it with another word, as long as the word you are planning to use is not one of the VBA keywords. You specify the data type the variable will hold by including the As keyword followed by one of the data types from Table 3.1. The Date data type tells Visual Basic that the variable dateOfBirth will store a date.

To store the employee’s age, you declare the variable as follows:



Dim intAge As Integer




The intAge variable will store the number of years between today’s date and the employee’s date of birth. Because age is displayed as a whole number, the intAge variable has been assigned the Integer data type. You may also want your procedure to keep track of the employee’s name, so you declare another variable to hold the employee’s first and last name:



Dim strFullName As String




Because the word Name is on the VBA list of reserved words, using it in your VBA procedure would guarantee an error. To hold the employee’s full name, we used the variable strFullName and declared it as the String data type because the data it will hold is text. Declaring variables is regarded as good programming practice because it makes programs easier to read and helps prevent certain types of errors.

[image: image] Informal (Implicit) Variables

Variables that are not explicitly declared with Dim statements are said to be implicitly declared. These variables are automatically assigned a data type called Variant. They can hold numbers, strings, and other types of information. You can create an informal variable by assigning some value to a variable name anywhere in your VBA procedure. For example, you implicitly declare a variable in the following way:


intDaysLeft = 100



Now that you know how to declare your variables, let’s write a procedure that uses them.


NOTE

All code files and figures for the hands-on projects may be found in the companion files.



[image: image] Hands-On 3.1   Using Variables


	Start Microsoft Access and create a new database named Chap03.accdb in your C:\ VBAAccess2021_ByExample_Primer folder.


	Once your new database is opened, press Alt+F11 to switch to the Visual Basic Editor window.


	Choose Insert | Module to add a new standard module, and notice Module1 under the Modules folder in the Project Explorer window.


	In the Module1 (Code) window, enter the following AgeCalc procedure.



Sub AgeCalc()

  ' variable declaration

  Dim strFullName As String

  Dim dateOfBirth As Date

  Dim intAge As Integer

 

  ' assign values to variables

  strFullName = "John Smith"

  dateOfBirth = #1/3/1967#

 

  ' calculate age

  IntAge = Year(Now()) - Year(dateOfBirth)

 

  ' print results to the Immediate window

  Debug.Print strFullName & " is " & intAge & " years old."

End Sub




Notice that in the AgeCalc procedure the variables are declared on separate lines at the beginning of the procedure. You can also declare several variables on the same line, separating each variable name with a comma, as shown here (be sure to enter this on one line):



Dim strFullName As String, dateOfBirth As Date, intAge As Integer




When you list all your variables on one line, the Dim keyword appears only once at the beginning of the variable declaration line.


	If the Immediate window is not open, press Ctrl+G or choose View | Immediate Window. Because the example procedure writes the results to the Immediate window, you should ensure that this window is open prior to executing Step 6.


	To run the AgeCalc procedure, click any line between the Sub and End Sub keywords and press F5.



[image: image] What Is the Variable Type?

You can find out the type of a variable used in your procedure by right-clicking the variable name and selecting Quick Info from the shortcut menu.


When Visual Basic executes the variable declaration statements, it creates the variables with the specified names and reserves memory space to store their values. Then specific values are assigned to these variables. To assign a value to a variable, you begin with a variable name followed by an equal sign. The value entered to the right of the equal sign is the data you want to store in the variable. The data you enter here must be of the type stated in the variable declaration. Text data should be surrounded by quotation marks and dates by # characters.

Using the data supplied by the dateOfBirth variable, Visual Basic calculates the age of an employee and stores the result of the calculation in the variable called intAge. Then, the full name of the employee and the age are printed to the Immediate window using the instruction

Debug.Print strFullName & " is " & intAge & " years old."

[image: image] Concatenation

You can combine two or more strings to form a new string. The joining operation is called concatenation. You saw an example of concatenated strings in the AgeCalc procedure in Hands-On 3.1. Concatenation is represented by an ampersand character (&). For instance, "His name is " & strFirstName will produce a string like: His name is John or His name is Michael. The name of the person is determined by the contents of the strFirstName variable. Notice that there is an extra space between “is” and the ending quotation mark: "His name is ". Concatenation of strings can also be represented by a plus sign (+); however, many programmers prefer to restrict the plus sign to numerical operations to eliminate ambiguity.



Specifying the Data Type of a Variable



If you don’t specify the variable’s data type in the Dim statement, you end up with the untyped variable. Untyped variables in VBA are always assigned the Variant data type. Variant data types can hold all the other data types (except for user-defined data types). This feature makes Variant a very flexible and popular data type. Despite this flexibility, it is highly recommended that you create typed variables. When you declare a variable of a certain data type, your VBA procedure runs faster because Visual Basic does not have to stop to analyze the variable to determine its type.

Visual Basic can work with many types of numeric variables. Integer variables can hold only whole numbers from –32,768 to 32,767. Other types of numeric variables are Long, Single, Double, and Currency. The Long variables can hold whole numbers in the range –2,147,483,648 to 2,147,483,647. As opposed to Integer and Long variables, Single and Double variables can hold decimals.

String variables are used to refer to text. When you declare a variable of the String data type, you can tell Visual Basic how long the string should be. For instance, Dim strExtension As String * 3 declares the fixed-length String variable named strExtension that is three characters long. If you don’t assign a specific length, the String variable will be dynamic. This means that Visual Basic will make enough space in computer memory to handle whatever text length is assigned to it.

After a variable is declared, it can store only the type of information that you stated in the declaration statement.

Assigning string values to numeric variables or numeric values to string variables results in the error message “Type Mismatch” or causes Visual Basic to modify the value. For example, if your variable was declared to hold whole numbers and your data uses decimals, Visual Basic will disregard the decimals and use only the whole part of the number.

Let’s use the MyNumber procedure in Hands-On 3.2 as an example of how Visual Basic modifies the data according to the assigned data types.



Specifying the Data Type of a Variable



If you don’t specify the variable’s data type in the Dim statement, you end up with the untyped variable. Untyped variables in VBA are always assigned the Variant data type. Variant data types can hold all the other data types (except for user-defined data types). This feature makes Variant a very flexible and popular data type. Despite this flexibility, it is highly recommended that you create typed variables. When you declare a variable of a certain data type, your VBA procedure runs faster because Visual Basic does not have to stop to analyze the variable to determine its type.

Visual Basic can work with many types of numeric variables. Integer variables can hold only whole numbers from –32,768 to 32,767. Other types of numeric variables are Long, Single, Double, and Currency. The Long variables can hold whole numbers in the range –2,147,483,648 to 2,147,483,647. As opposed to Integer and Long variables, Single and Double variables can hold decimals.

String variables are used to refer to text. When you declare a variable of the String data type, you can tell Visual Basic how long the string should be. For instance, Dim strExtension As String * 3 declares the fixed-length String variable named strExtension that is three characters long. If you don’t assign a specific length, the String variable will be dynamic. This means that Visual Basic will make enough space in computer memory to handle whatever text length is assigned to it.

After a variable is declared, it can store only the type of information that you stated in the declaration statement.

Assigning string values to numeric variables or numeric values to string variables results in the error message “Type Mismatch” or causes Visual Basic to modify the value. For example, if your variable was declared to hold whole numbers and your data uses decimals, Visual Basic will disregard the decimals and use only the whole part of the number.

Let’s use the MyNumber procedure in Hands-On 3.2 as an example of how Visual Basic modifies the data according to the assigned data types.

[image: image] Hands-On 3.2   Understanding the Data Type of a Variable

This hands-on exercise uses the C:\VBAAccess2021_ByExample_Primer\ Chap03.accdb database that you created in Hands-On 3.1.


	In the Visual Basic Editor window, choose Insert | Module to add a new module.


	Enter the following procedure code for MyNumber in the new module’s Code window.



Sub MyNumber()

  Dim intNum As Integer

 

  intNum = 23.11

  MsgBox intNum

End Sub





	To run the procedure, click any line between the Sub and End Sub keywords and press F5 or choose Run | Run Sub/UserForm.



When you run this procedure, Visual Basic displays the contents of the variable intNum as 23, and not 23.11, because the intNum variable was declared as an Integer data type.


Using Type Declaration Characters




If you don’t declare a variable with a Dim statement, you can still designate a type for it by using a special character at the end of the variable name. For example, to declare the FirstName variable as String, you append the dollar sign to the variable name:



Dim FirstName$




This is the same as Dim FirstName As String. Other type declaration characters are shown in Table 3.2. Notice that the type declaration characters can be used only with six data types. To use the type declaration character, append the character to the end of the variable name.

Table 3.2Type declaration characters.
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[image: image] Declaring Typed Variables

The variable type can be indicated by the As keyword or by attaching a type symbol. If you don’t add the type symbol or the As command, VBA will default the variable to the Variant data type.


[image: image] Hands-On 3.3   Using Type Declaration Characters in Variable Names

This hands-on exercise uses the Chap03.accdb database that you created in Hands-On 3.1.


	In the Visual Basic window, choose Insert | Module to add a new module.


	Enter the AgeCalc2 procedure code in the new module’s Code window.



Sub AgeCalc2()

  ' variable declaration

  Dim FullName$

  Dim DateOfBirth As Date

  Dim age%

 

  ' assign values to variables

  FullName$ = "John Smith"

  DateOfBirth = #1/3/1967#

 

  ' calculate age

  age% = Year(Now()) - Year(DateOfBirth)

 

  ' print results to the Immediate window

  Debug.Print FullName$ & " is " & age% & " years old."

End Sub






	To run the procedure, click any line between the Sub and End Sub keywords and press F5 or choose Run | Run Sub/UserForm.






Assigning Values to Variables



Now that you know how to correctly name and declare variables, it’s time to learn how to initialize them.

[image: image] Hands-On 3.4   Assigning Values to Variables

This hands-on exercise uses the C:\VBAAccess2021_ByExample_Primer\Chap03.accdb database that you created in Hands-On 3.1.


	In the Visual Basic window, choose Insert | Module to add a new module.


	Enter the code of the CalcCost procedure in the new module’s Code window.



Sub CalcCost()

  slsPrice = 35

  slsTax = 0.085

  cost = slsPrice + (slsPrice * slsTax)

  strMsg = "The calculator total is $" & cost & "."

  MsgBox strMsg

End Sub






	To run the procedure, click any line between the Sub and End Sub keywords and press F5 or choose Run | Run Sub/UserForm.


	Change the calculation of the cost variable in the CalcCost procedure as follows:




cost = Format(slsPrice + (slsPrice * slsTax), "0.00")






	To run the modified procedure, click any line between the Sub and End Sub keywords and press F5 or choose Run | Run Sub/UserForm.



The CalcCost procedure uses four variables: slsPrice, slsTax, cost, and strMsg. Because none of these variables have been explicitly declared with the Dim keyword and a specific data type, they all have the same data type—Variant. The variables slsPrice and slsTax were created by assigning some values to the variable names at the beginning of the procedure. The cost variable was assigned the value resulting from the calculation slsPrice + (slsPrice * slsTax). The cost calculation uses the values supplied by the slsPrice and slsTax variables. The strMsg variable puts together a text message to the user. This message is then displayed with the MsgBox function.

When you assign values to variables, you follow the name of the variable with the equal sign. After the equal sign you enter the value of the variable. This can be text surrounded by quotation marks, a number, or an expression. While the values assigned to the variables slsPrice, slsTax, and cost are easily understood, the value stored in the strMsg variable is a little more involved.

Let’s examine the content of the strMsg variable:



strMsg = "The calculator total is $" & cost & "."





	The string "The calculator total is $" begins and ends with quotation marks. Notice the extra space before the ending quotation mark.


	The & symbol allows one string to be appended to another string or to the contents of a variable and must be used every time you want to append a new piece of information to the previous string.


	The cost variable is a placeholder. The actual cost of the calculator will be displayed here when the procedure runs.


	The & symbol attaches yet another string.


	The period (.) is a character and must be surrounded by quotation marks. When you require a period at the end of the sentence, you must attach it separately when it follows the name of a variable.



[image: image] Variable Initialization

Visual Basic automatically initializes a new variable to its default value when it is created. Numerical variables are set to zero (0), Boolean variables are initialized to False, string variables are set to the empty string (“”), and Date variables are set to December 30, 1899.


Notice that the cost displayed in the message box has three decimal places. To display the cost of a calculator with two decimal places, you need to use a function. VBA has special functions that allow you to change the format of data. To change the format of the cost variable you should use the Format function. This function has the following syntax:



Format(expression, format)




where expression is a value or variable you want to format, and format is the type of format you want to apply.

After having tried the CalcCost procedure, you may wonder why you should bother declaring variables if Visual Basic can handle undeclared variables so well. The CalcCost procedure is very short, so you don’t need to worry about how many bytes of memory will be consumed each time Visual Basic uses the Variant variable. In short procedures, however, it is not the memory that matters but the mistakes you are bound to make when typing variable names. What will happen if the second time you use the cost variable you omit the “o” and refer to it as cst?



strMsg = "The calculator total is " & "$" & cst & "."




And what will you end up with if, instead of slsTax, you use the word tax in the formula?



cost = Format(slsPrice + (slsPrice * tax), "0.00")




When you run the procedure with the preceding errors introduced, Visual Basic will not show the cost of the calculator because it does not find the assignment statement for the cst variable. And because Visual Basic does not know the sales tax, it displays the price of the calculator as the total cost. Visual Basic does not guess—it simply does what you tell it to do. This brings us to the next section, which explains how to make sure that errors of this sort don’t occur.


NOTE

Before you continue with this chapter, be sure to replace the names of the variables cst and tax with cost and slsTax.




Forcing Declaration of Variables



Visual Basic has an Option Explicit statement that you can use to automatically remind yourself to formally declare all your variables. This statement must be entered at the top of each of your modules. The Option Explicit statement will cause Visual Basic to generate an error message when you try to run a procedure that contains undeclared variables like the one in the previous Hands-On example.
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	Return to the Code window where you entered the CalcCost procedure (see Hands-On 3.4).



	At the top of the module window (below the Option Compare Database statement), enter



Option Explicit




and press Enter. Visual Basic will display the statement in blue.


	Position the insertion point anywhere within the CalcCost procedure and press F5 to run it. Visual Basic displays this error message: “Compile error: Variable not defined.”


	Click OK to exit the message box. Visual Basic selects the name of the variable, slsPrice, and highlights in yellow the name of the procedure, Sub CalcCost(). The titlebar displays “Microsoft Visual Basic for Applications—Chap03 [break]—[Module4 (Code)].” The Visual Basic Break mode allows you to correct the problem before you continue. Now you must formally declare the slsPrice variable.


	Enter the declaration statement



Dim slsPrice As Currency




on a new line just below Sub CalcCost() and press F5 to continue. When you declare the slsPrice variable and rerun your procedure, Visual Basic will generate the same compile error as soon as it encounters another variable name that was not declared. To fix the remaining problems with the variable declaration in this procedure, choose Run | Reset to exit the Break mode.


	Enter the following declarations at the beginning of the CalcCost procedure:



' declaration of variables

Dim slsPrice As Currency

Dim slsTax As Single

Dim cost As Currency

Dim strMsg As String






	To run the procedure, click any line between the Sub and End Sub keywords and press F5 or choose Run | Run Sub/UserForm. Your revised CalcCost procedure looks like this:



' revised CalcCost procedure with variable declarations

 

Sub CalcCost_Revised()

  ' declaration of variables

  Dim slsPrice As Currency

  Dim slsTax As Single

  Dim cost As Currency

  Dim strMsg As String

 

  slsPrice = 35

  slsTax = 0.085

 

  cost = Format(slsPrice + (slsPrice * slsTax), "0.00")

  strMsg = "The calculator total is $" & cost & "."

 

  MsgBox strMsg

End Sub






The Option Explicit statement you entered at the top of the module Code window (see step 2) forced you to declare variables. Because you must include the Option Explicit statement in each module where you want to require variable declaration, you can have Visual Basic enter this statement for you each time you insert a new module.

To automatically include Option Explicit in every new module you create, follow these steps:


	Choose Tools | Options.


	Ensure that the Require Variable Declaration checkbox is selected in the Options dialog box (Editor tab).


	Choose OK to close the Options dialog box.



From now on, every new module you add to your database will have the Option Explicit statement. If you want to require variables to be explicitly declared in a module you created prior to enabling Require Variable Declaration in the Options dialog box, you must enter the Option Explicit statement manually by editing the module yourself.

[image: image] More about Option Explicit


Option Explicit forces formal (explicit) declaration of all variables in a module. One big advantage of using Option Explicit is that misspellings of variable names will be detected at compile time (when Visual Basic attempts to translate the source code to executable code). The Option Explicit statement must appear in a module before any procedures.



Understanding the Scope of Variables



Variables can have different ranges of influence in a VBA procedure. Scope defines the availability of a variable to the same procedure or other procedures.

Variables can have the following three levels of scope in Visual Basic for Applications:

	Procedure-level scope


	Module-level scope


	Project-level scope




Procedure-Level (Local) Variables



From this chapter you already know how to declare a variable using the Dim statement. The position of the Dim statement in the module determines the scope of a variable. Variables declared with the Dim statement within a VBA procedure have a procedure-level scope. Procedure-level variables can also be declared by using the Static statement (see “Using Static Variables” later in this chapter).

Procedure-level variables are frequently referred to as local variables, which can be used only in the procedure where they were declared. Undeclared variables always have a procedure-level scope.

A variable’s name must be unique within its scope. This means that you cannot declare two variables with the same name in the same procedure. However, you can use the same variable name in different procedures. In other words, the CalcCost procedure can have the slsTax variable, and the ExpenseRep procedure in the same module can have its own variable called slsTax. Both variables are independent of each other.

[image: image] Local Variables: With Dim or Static?

When you declare a local variable with the Dim statement, the value of the variable is preserved only while the procedure in which it is declared is running. As soon as the procedure ends, the variable dies. The next time you execute the procedure, the variable is reinitialized.


When you declare a local variable with the Static statement, the value of the variable is preserved after the procedure in which the variable was declared has finished running. Static variables are reset when you quit Access or when a runtime error occurs while the procedure is running.



Module-Level Variables




Often you want the variable to be available to other VBA procedures in the module after the procedure in which the variable was declared has finished running. This situation requires that you change the variable’s scope to module-level.

Module-level variables are declared at the top of the module (above the first procedure definition) by using the Dim or Private statement. These variables are available to all of the procedures in the module in which they were declared but are not available to procedures in other modules.

For instance, to make the slsTax variable available to any other procedure in the module, you could declare it by using the Dim or Private statement:



Option Explicit

Dim slsTax As Single ' module-level variable declared with

 ' Dim statement

 

Sub CalcCost()

...Instructions of the procedure...

End Sub




Notice that the slsTax variable is declared at the top of the module, just below the Option Explicit statement and before the first procedure definition. You could also declare the slsTax variable like this:



Option Explicit

Private slsTax As Single ' module-level variable declared with                          ' Private statement

 

Sub CalcCost()

  ...Instructions of the procedure...

End Sub




There is no difference between module-level variables declared with Dim or Private statements.

Before you can see how module-level variables work, you need to create another procedure that also uses the slsTax variable.

[image: image] Hands-On 3.6   Understanding Module-Level Variables

This hands-on exercise requires the prior completion of Hands-On 3.4 and 3.5.


	In the Code window, in the same module where you entered the CalcCost_Revised procedure, copy the declaration line Dim slsTax As Single and paste it at the top of the module sheet, below the Option Explicit statement.


	Comment the declaration line Dim slsTax As Single inside the CalcCost_Revised procedure.


	Enter the following code of the ExpenseRep procedure in the same module where the CalcCost_Revised procedure is located (see Figure 3.1).



Sub ExpenseRep()

  Dim slsPrice As Currency

  Dim cost As Currency

 

  slsPrice = 55.99

  cost = slsPrice + (slsPrice * slsTax)

 

  MsgBox slsTax

  MsgBox cost

End Sub




The ExpenseRep procedure declares two Currency type variables: slsPrice and cost. The slsPrice variable is then assigned a value of 55.99. The slsPrice variable is independent of the slsPrice variable declared within the CalcCost procedure.

   The ExpenseRep procedure calculates the cost of a purchase. The cost includes the sales tax. Because the sales tax is the same as the one used in the CalcCost_Revised procedure, the slsTax variable has been declared at the module level. After Visual Basic executes the CalcCost_Revised procedure, the contents of the slsTax variable equals 0.085. If slsTax were a local variable, the contents of this variable would be empty upon the termination of the CalcCost_Revised procedure. The ExpenseRep procedure ends by displaying the value of the slsTax and cost variables in two separate message boxes.

   After running the CalcCost_Revised procedure, Visual Basic erases the contents of all the variables except for the slsTax variable, which was declared at a module level. As soon as you attempt to calculate the cost by running the ExpenseRep procedure, Visual Basic retrieves the value of the slsTax variable and uses it in the calculation.
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Figure 3.1.  The slsTax variable is declared as a module-level variable so it can be accessed by other procedures in the same module.


	Click anywhere inside the revised CalcCost_Revised procedure and press F5 to run it.


	As soon as the CalcCost_Revised procedure finishes executing, run the ExpenseRep procedure.





Project-Level Variables




In the previous sections, you learned that declaring a variable with the Dim or Private keyword at the top of the module makes it available to other procedures in that module. Module-level variables that are declared with the Public keyword (instead of Dim or Private) have a project-level scope. This means that they can be used in any Visual Basic for Applications module. When you want to work with a variable in all the procedures in all the open VBA projects, you must declare it with the Public keyword—for instance:



Option Explicit

Public gslsTax As Single

 

Sub CalcCost()

...Instructions of the procedure...

End Sub




Notice that the gslsTax variable declared at the top of the module with the Public keyword will now be available to any VBA modules that your code references. This type of variable is called a global variable. It is customary to use the prefix “g” to indicate its global scope.

When using global variables, it’s important to keep in mind the following:


	The value of the global variable can be changed anywhere in your program. An unexpected change in the value of a variable is a common cause of problems. Be careful not to write a block of code that modifies a global variable. If you need to change the value of a variable within your application, make sure you are using a local variable.


	Values of all global variables declared with the Public keyword are cleared when Access encounters an error. Since the release of the Access 2007 database format (ACCDB), you can use the TempVars collection for your global variable needs (see “Using Temporary Variables” later in this chapter).


	Don’t put your global variable declaration in a form class module. Variables in the code module behind the form are never global even if you declare them as such. You must use a standard code module (Insert | Module) to declare variables to be available in all modules and forms. Variables declared in a standard module can be used in the code for any form.


	Use constants as much as possible whenever your application requires global variables. Constants are much more reliable because their values are static. Constants are covered later in this chapter.



[image: image] Public Variables and the Option Private Module Statement

Variables declared using the Public keyword are available to all procedures in all modules across all applications. To restrict a public module-level variable to the current database, include the Option Private Module statement in the declaration section of the standard or class module in which the variable is declared.





Understanding the Lifetime of Variables



In addition to scope, variables have a lifetime. The lifetime of a variable determines how long a variable retains its value. Module-level and project-level variables preserve their values as long as the project is open. Visual Basic, however, can reinitialize these variables if required by the program’s logic. Local variables declared with the Dim statement lose their values when a procedure has finished. Local variables have a lifetime while a procedure is running, and they are reinitialized every time the program is run. Visual Basic allows you to extend the lifetime of a local variable by changing the way it is declared.


Using Temporary Variables



In the previous section, you learned that you could declare a global variable with the Public keyword and use it throughout your entire application. You also learned that these variables can be quite problematic, especially when you or another programmer accidentally changes the value of the variable, or your application encounters an error and the values of the variables you have initially set for your application to use are completely wiped out. To avoid such problems, many programmers resort to using separate global variables form to hold their global variables. And if they need certain values to be available the next time the application starts, they create a separate database table to store these values. A global variables form is simply a blank Access form where you can place both bound and unbound controls. Bound controls are used to pull the data from the table where global variables have been stored. You can use unbound controls on a form to store values of global variables that are not stored in a separate table. Simply set the ControlSource property of the unbound control by typing a value in it or use a VBA procedure to set the value of the ControlSource. The form set up as a global variables form must be open while the application is running for the values of the bound and unbound controls to be available to other forms, reports, and queries in the database. A global variables form can be hidden if the values of the global variables are pulled from a database table or set using VBA procedures or macro actions.

If your database is in the ACCDB format, instead of using a database table or global variables, you can use the TempVars collection to store the Variant values you want to reuse. TempVars stands for temporary variables. Temporary variables are global. You can refer to them in VBA modules, event procedures, queries, expressions, add-ins, and in any referenced databases. Access .ACCDB databases allow you to define up to 255 temporary variables at one time. These variables remain in memory until you close the database (unless you remove them when you are finished working with them). Unlike public variables, temporary variable values are not cleared when an error occurs.


Creating a Temporary Variable with a TempVars Collection Object



Let’s look at some examples of using the TempVars collection first introduced in Access 2007. Assume your application requires three variables named gtvUserName, gtvUserFolder, and gtvEndDate.

To try this out, open the Immediate window and type the following statements. The variable is created as soon as you press Enter after each statement.



TempVars("gtvUserName").Value = "John Smith"

TempVars("gtvUserFolder").Value = Environ("HOMEPATH")

TempVars("gtvEndDate").Value = Format(now(),"mm/dd/yyyy")




Notice that to create a temporary variable, all you must do is specify its value. If the variable does not already exist, Access adds it to the TempVars collection. If the variable exists, Access modifies its value.

You can explicitly add a global variable to the TempVars collection by using the Add method, like this:



TempVars.Add "gtvCompleted", "true"






Retrieving Names and Values of TempVar Objects




Each TempVar object in the TempVars collection has Name and Value properties that you can use to access the variable and read its value from any procedure. By default, the items in the collection are numbered from zero (0), with the first item being zero, the second item being one, the third two, and so on. Therefore, to find the value of the second variable in the TempVars you have entered (gtvUserFolder), type the following statement in the Immediate window:



?TempVars(1).Value




When you press Enter, you will see the location of the user’s private folder on the computer. In this case, it is your private folder. The folder information was returned by passing the “HOMEPATH” parameter to the built-in Environ function. Functions and parameter passing are covered in Chapter 4.

You can also retrieve the value of the variable from the TempVars collection by using its name, like this:



?TempVars("gtvUserFolder").Value




You can iterate through the TempVars collection to see the names and values of all global variables that you have placed in it. To do this from the Immediate window, you need to use the colon operator (:) to separate lines of code. Type the following statement all on one line to try this out:



For Each gtv in TempVars : Debug.Print gtv.Name & ":"

& gtv.Value : Next




When you press Enter, the Debug.Print statement will write to the Immediate window a name and value for each variable that is currently stored in the TempVars collection:



gtvUserName:John Smith

gtvUserFolder:\Users\Julitta

gtvEndDate:11/30/2021

gtvCompleted:true




The For Each. . .Next statement, a popular VBA programming construct, is covered in detail in Chapter 6. The “gtv” is an object variable used as an iterator. An iterator allows you to traverse through all the elements of a collection. You can use any variable name as an iterator provided it is not a VBA keyword. Object variables are discussed later in this chapter. For more information on working with collections, see Chapter 8.



Using Temporary Global Variables in Expressions




You can use temporary global variables anywhere expressions can be used. For example, you can set the value of the unbound text box control on a form to display the value of your global variable by activating the property sheet and typing the following in the ControlSource property of the text box:



=[TempVars]![gtvCompleted]




You can also use a temporary variable to pass selection criteria to queries:



SELECT * FROM Orders WHERE Order_Date = TempVars!gtvEndDate






Removing a Temporary Variable from a TempVars Collection Object



When you are done using a variable, you can remove it from the TempVars collection with the Remove method, like this:



TempVars.Remove "gtvUserFolder"




To check the number of the TempVar objects in the TempVars collection, use the Count property in the Immediate window:



?TempVars.Count




Finally, to quickly remove all global variables (TempVar objects) from the TempVars collection, simply use the RemoveAll method, like this:



TempVars.RemoveAll
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The following three macros allow macro users to set and remove TempVar objects:

	SetTempVar—Sets a TempVar to a given value. You must specify the name of the temporary variable and the expression that will be used to set the value of this variable. Expressions must be entered without an equal sign (=).


	RemoveTempVar—Removes the TempVar from the TempVars collection. You must specify the name of the temporary variable you want to remove.


	RemoveAllTempVars—Clears the TempVars collection.



The values of TempVar objects can be used in the arguments and in the condition columns of macros.





Using Static Variables



A variable declared with the Static keyword is a special type of local variable. Static variables are declared at the procedure level. Unlike the local variables declared with the Dim keyword, static variables remain in existence and retain their values when the procedure in which they were declared ends.

The CostOfPurchase procedure (see Hands-On 3.7) demonstrates the use of the static variable allPurchase. The purpose of this variable is to keep track of the running total.
 
[image: image] Hands-On 3.7   Using Static Variables

This hands-on exercise uses the C:\VBAAccess2021_ByExample_Primer\Chap03.accdb database that you created in Hands-On 3.1.


	In the Visual Basic window, choose Insert | Module to add a new module.


	Enter the following CostOfPurchase procedure code in the new module’s Code window.



Sub CostOfPurchase()

  ' declare variables

  Static allPurchase

  Dim newPurchase As String

  Dim purchCost As Single

  

  newPurchase = InputBox("Enter the cost of a purchase:")

  purchCost = CSng(newPurchase)

  allPurchase = allPurchase + purchCost

  

  ' display results

  MsgBox "The cost of a new purchase is: " & newPurchase

  MsgBox "The running cost is: " & allPurchase

End Sub




This procedure begins with declaring a static variable named allPurchase and two local variables named newPurchase and purchCost. The InputBox function is used to get a user’s input while the procedure is running. As soon as the user inputs the value and clicks OK, Visual Basic assigns the value to the newPurchase variable. Because the result of the InputBox function is always a string, the newPurchase variable was declared as the String data type. You cannot use strings in mathematical calculations, so the next instruction uses a type conversion function (CSng) to translate the text value into a numeric value, which is stored as a Single data type in the variable purchCost. The CSng function requires only one argument: the value you want to translate. Refer to Chapter 4 for more information about converting data types.

   The next instruction, allPurchase = allPurchase + purchCost, adds the new value supplied by the InputBox function to the current purchase value. When you run this procedure for the first time, the value of the allPurchase variable is the same as the value of the purchCost variable. During the second run, the value of the static variable is increased by the new value entered in the dialog box. You can run the CostOfPurchase procedure as many times as you want. The allPurch variable will keep the running total for as long as the project is open.


	To run the procedure, position the insertion point anywhere within the CostOfPurchase procedure and press F5.


	When the dialog box appears, enter a number. For example, type 100 and press Enter. Visual Basic displays the message “The cost of a new purchase is: 100.”


	Click OK in the message box. Visual Basic displays the second message “The running cost is: 100.”


	Rerun the same procedure.


	When the input box appears, enter another number. For example, type 50 and press Enter. Visual Basic displays the message “The cost of a new purchase is: 50.”


	Click OK in the message box. Visual Basic displays the second message “The running cost is: 150.”


	Run the procedure a couple of times to see how Visual Basic keeps track of the running total.



[image: image] Type Conversion Functions

To learn more about the CSng function, position the insertion point anywhere within the word CSng and press F1.



Using Object Variables



The variables we’ve introduced so far are used to store data, which is the main reason for using “normal” variables in your procedures. There are also special variables that refer to the Visual Basic objects. These variables are called object variables. Object variables don’t store data; they store the location of the data. You can use them to reference databases, forms, and controls as well as objects created in other applications. Object variables are declared in a similar way as the variables you’ve already seen. The only difference is that after the As keyword, you enter the type of object your variable will point to—for instance:



Dim myControl As Control




This statement declares the object variable called myControl of type Control.



Dim frm As Form




This statement declares the object variable called frm of type Form.

You can use object variables to refer to objects of a generic type, such as Application, Control, Form, or Report, or you can point your object variable to specific object types, such as TextBox, ToggleButton, CheckBox, CommandButton, ListBox, OptionButton, Subform or Subreport, Label, BoundObjectFrame or UnboundObjectFrame, and so on. When you declare an object variable, you also must assign it a specific value before you can use it in your procedure. You assign a value to the object variable by using the Set keyword followed by the equal sign and the value that the variable refers to—for example:



Set myControl = Me!CompanyName




The preceding statement assigns a value to the object variable called myControl. This object variable will now point to the CompanyName control on the active form. If you omit the word Set, Visual Basic will display the error message “Runtime error 91: Object variable or With block variable not set.”

Again, it’s time to see a practical example. The HideControl procedure in Hands-On 3.8 demonstrates the use of two object variables frm and myControl.
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	Close the currently open Access database Chap03.accdb. When prompted to save changes in the modules, click OK. Save the modules with the suggested default names Module1, Module2, and so on.


	Copy the HandsOn_03_8.accdb database from the companion files to your C:\VBAAccess2021_ByExample_Primer folder. This database contains a Customer table and a simple Customer form imported from the Northwind.mdb sample database that shipped with an earlier version of Access.


	Open Access and load the C:\VBAAccess2021_ByExample_Primer\ HandsOn_03_8.accdb database file.


	Open the Customers form in Form view.


	Press Alt+F11 to switch to the Visual Basic Editor window.


	Choose Insert | Module to add a new module.


	Enter the following HideControl procedure code in the new module’s Code window.



Sub HideControl()

  Dim frm As Form

  Dim myControl As Control

  Dim strFormName As String

  

  strFormName = "Customers"

  

  'Open the specified form

  DoCmd.OpenForm strFormName, acNormal

    

  ' set an object variable pointing to the form

  Set frm = Forms!Customers

  ' set an object variable pointing to the CompanyName control

  Set myControl = frm.CompanyName

  

  ' manipulate the visibility of the form control

  myControl.Visible = False

End Sub






	To run the procedure, click any line between the Sub and End Sub keywords and press F5 or choose Run | Run Sub/UserForm.

The procedure begins with the declaration of two object variables called frm and myControl. The object variable frm is set to reference the Customers form. For the procedure to work, the referenced form must be open. We can open the form using this statement:



  DoCmd.OpenForm strFormName, acNormal




Next, the myControl object variable is set to point to the CompanyName control located on the Customers form.

   Instead of using the object’s entire address, you can use the shortcut—the name of the object variable. For example, the statement



Set myControl = frm.CompanyName




is the same as



Set myControl = Forms!Customers.CompanyName




The purpose of this procedure is to hide the control referenced by the object variable myControl. After running the HideControl procedure, switch to the Access window containing the open Customers form. The CompanyName control should not be visible on the form. Change the visibility of the control to bring it back by changing the Visible property of myControl to True and rerun the procedure. To programmatically close the open form, use the following statement:



DoCmd.Close acForm, strFormName, acSaveYes
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The advantages of object variables are:

	They can be used instead of the actual object.


	They are shorter and easier to remember than the actual values they point to.


	You can change their meaning while your procedure is running.





Disposing of Object Variables



When the object variable is no longer needed, you should assign Nothing to it. This frees up memory and system resources:



Set frm = Nothing

Set myControl = Nothing







Finding a Variable Definition



When you find an instruction that assigns a value to a variable in a VBA procedure, you can quickly locate the definition of the variable by selecting the variable name and pressing Shift+F2. Alternately, you can choose View | Definition. Visual Basic will jump to the variable declaration line. To return your mouse pointer to its previous position, press Ctrl+Shift+F2 or choose View | Last Position. Let’s try it out.
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This hands-on exercise requires prior completion of Hands-On 3.8.


	Locate the code of the procedure HideControl you created in Hands-On 3.8.


	Locate the statement myControl.Visible = .


	Right-click the myControl variable name and choose Definition from the shortcut menu.


	Press Ctrl+Shift+F2 to return to the previous location in the procedure code (myControl.Visible = ).




Determining the Data Type of a Variable



Visual Basic has a built-in VarType function that returns an integer indicating the variable’s type. Let’s see how you can use this function in the Immediate window.
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	Open the Immediate window (View | Immediate Window) and type the following statements that assign values to variables:



age = 28

birthdate = #1/1/1981#

firstName = "John"






	Now, ask Visual Basic what type of data each variable holds:



?varType(age)




When you press Enter, Visual Basic returns 2. The number 2 represents the Integer data type, as shown in Table 3.3.



?varType(birthdate)




Now Visual Basic returns 7 for Date. If you make a mistake in the variable name (let’s say you type birthday instead of birthdate), Visual Basic returns zero (0).



?varType(firstName)




Visual Basic tells you that the value stored in the firstName variable is a String (8).




Table 3.3Values returned by the VarType function.
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USING CONSTANTS IN VBA PROCEDURES



The value of a variable can change while your procedure is executing. If your procedure needs to refer to unchanged values repeatedly, you should use constants. A constant is like a named variable that always refers to the same value. Visual Basic requires that you declare constants before you use them.

You declare constants by using the Const statement, as in the following examples:



Const dialogName = "Enter Data" As String

Const slsTax = 8.5

Const Discount = 0.5

Const ColorIdx = 3




A constant, like a variable, has a scope. To make a constant available within a single procedure, you declare it at the procedure level, just below the name of the procedure—for instance:



Sub WedAnniv()

  Const Age As Integer = 25

  ...instructions...

End Sub




If you want to use a constant in all the procedures of a module, use the Private keyword in front of the Const statement—for instance:



Private Const dsk = "B: " As String




The Private constant must be declared at the top of the module, just before the first Sub statement.

If you want to make a constant available to all modules in your application, use the Public keyword in front of the Const statement—for instance:



Public Const NumOfChar As Integer = 255




The Public constant must be declared at the top of the module, just before the first Sub statement.

When declaring a constant, you can use any one of the following data types: Boolean, Byte, Integer, Long, Currency, Single, Double, Date, String, or Variant.

Like variables, constants can be declared on one line if separated by commas—for instance:



Const Age As Integer = 25, PayCheck As Currency = 350




Using constants makes your VBA procedures more readable and easier to maintain. For example, if you need to refer to a certain value several times in your procedure, use a constant instead of using a value. This way, if the value changes (e.g., the sales tax rate goes up), you can simply change the value in the declaration of the Const statement instead of tracking down every occurrence of the value.


Intrinsic Constants



Both Access and Visual Basic for Applications have a long list of predefined (intrinsic) constants that do not need to be declared. These built-in constants can be looked up using the Object Browser window, which was discussed in detail in Chapter 2.

Let’s open the Object Browser to look at the list of constants in Access.

[image: image] Hands-On 3.11   Exploring Access Constants


	In the Visual Basic Editor window, choose View | Object Browser.


	In the Project/Library list box, click the drop-down arrow and select the Access library.


	Enter constants as the search text in the Search Text box and either press Enter or click the Search button. Visual Basic shows the results of the search in the Search Results area. The right side of the Object Browser window displays a list of all built-in constants available in the Microsoft Access Object Library (see Figure 3.2). Notice that the names of all the constants begin with the prefix “ac.”


	To look up VBA constants, choose VBA in the Project/Library list box. Notice that the names of the VBA built-in constants begin with the prefix “vb.”




[image: image]
Figure 3.2.  Use the Object Browser to look up any intrinsic constant.





SUMMARY



This chapter has introduced you to several important VBA concepts such as data types, variables, and constants. You learned how to declare various types of variables and define their types. You also saw the difference between a variable and a constant.

In the next chapter, you will expand your knowledge of Visual Basic for Applications by writing procedures and functions with arguments. In addition, you will learn about built-in functions that allow your VBA procedures to interact with users.
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MsgBox strUserName & ", your message is: " & strMessage

End Sub

Function addTwoNumbers ()
Dim numl As Integer
Dim num2 As Integer

numl = 3

num2 = 2

addTwoNumbers = numl + num2
End Function

Function addTwoNumbers2 (numl As Integer, num2 As Integer)
addTwoNumbers2 = numl + num2
End Function

Sub DisplayResult ()
MsgBox ("Total=" & addTwoNumbers2 (34, 80))
End Sub
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Dim slsTax As Single

' revised CalcCost procedure with variable declarations

Sub CalcCost_Revised()
' declaration of variables
Dim slsPrice As Currency
'Dim slsTax As Single
Dim cost As Currency
Dim strMsg As String

slsPrice

=3
slsTax = 0.0

5
85

cost = Format (slsPrice + (slsPrice * slsTax), "0.00")
strMsg = "The calculator total is $" & cost & "."

MsgBox strMsg
End Sub

Sub ExpenseRep ()
Dim slsPrice As Currency
Dim cost As Currency

slsPrice = 55.99
cost = slsPrice + (slsPrice * slsTax)

MsgBox slsTax
MsgBox cost
End Sub
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Sub OpenAForm()

.OpenForm "Products", acNormal

DoCmd As DoCmd

End Sub






